Intro

This book will give you a great, hands on introduction to computer programming. It's written for complete beginners, and will lead you on a journey from installing everything you need to start coding, to creating a Top Trumps style card game. Along the way you'll learn the fundamental building blocks and techniques for writing clean, easy to read code.

Scala is a great first language to learn, as it straddles two of the main paradigms in programming: Object Oriented and Functional Programming. You'll learn about both of these approaches, and see that in coding there are often many ways to achieve the same results. We'll also take a test driven approach to writing code right from the beginning. Test Driven Development is a practice widely used by professional coders to help improve the quality of their code, but is rarely covered in beginners' books.

There's a wealth of resources out there teaching you how to make games, mobile apps, websites, machine learning apps, Internet of Things controllers, the list goes on. Most of these assume you've got some level of coding knowledge. This book will give you that fundamental knowledge, and unlock all those resources for you.

Learning to code can be challenging. It will almost certainly be frustrating at times. But it's a great goal to aim for. In what other field is it possible to create so much with so little? All you need is a computer, some coding skills, and your imagination. If you've read this far I urge you to give it a go. It's easier than you think!

Who this book is for

This is a book for beginners. I'm going to assume that you know absolutely nothing about coding. However, you will need to have some level of confidence using computers, mainly to get everything set up. We'll be installing programs from the internet, using the command line, and possibly configuring environment variables on your computer. Because every computer is different, and things change rapidly in the world of software development, you may find that the steps I describe to get set up don't quite work for you, so you may need to search for solutions. I'll try to point you in the right direction wherever I can.

This is not a Scala book. It is a book about programming, that happens to use Scala. Scala is a very powerful and feature-rich programming language, and trying to cover all of the features would distract from the basics that I'm trying to focus on. There are plenty of good books and resources to comprehensively learn Scala, but they tend to assume that the reader has some pre-existing knowledge of programming. Once you finish this book you'll have that knowledge, and I'll point you to some of these Scala resources at the end of the book.

It will give you enough broad knowledge of the fundamentals for you to read and write basic programs. We'll dip into some important concepts in coding, such as Object Oriented Programming, Functional Programming, and Test Driven Development. These are huge subject areas in themselves, so for the sake of keeping this book focussed we'll be leaving out quite a lot. However, if this book whets your appetite for more, then you'll be in a position to pick up more advanced programming books and understand what they're talking about.

This book is not going to teach you how to write a website, or a mobile app, or a 3D game. Most real world programming takes place within an ecosystem of technologies and concepts. Website development requires knowledge of HTML, CSS, JavaScript frameworks, HTTP; mobile apps need understanding of IOS and Android operating systems; and to write a 3D game you'd probably use a game engine such as Unity, along with sprites, animations and sound effects. The beating heart of each of these ecosystems is the same though – coding.

I see this very much as a *gateway to coding* book. The fundamental concepts that you'll learn throughout this book are found in many other programming languages. Once you've finished you'll be all set to continue your coding journey. Perhaps you'll use the Play framework to create dynamic websites using Scala. Maybe you'll look into Swift and create an app for the Apple App Store. How about some C# for a retro 2D platform game? Or Python for data analytics? All you need is a computer, and the possibilities are limited just by your imagination.

How to read this book

This book is designed to be read in order. It starts by getting your computer set up for coding, then leads you through from very basic concepts to putting together a complex program at the end. Later chapters build on earlier ones, so if you jump about through the book you may find things that you don't understand.

There are plenty of code examples throughout the book, and each chapter will tend to build up a large example from several smaller ones. If you just have a general interest in learning what coding is about, feel free to read through the book without trying any of the examples. However, if you want to be able to write code, then I strongly advise you to follow along with the examples, and actually write and run the code. The best way of learning is to experiment, so write the code as it appears in the book, then try making changes to it and see what happens. If you can, think up your own programs using the concepts you've learnt so far and try writing them from scratch.

Let’s get set up

Unfortunately we can’t just open up a text editor and start coding. This is possible with some languages, such as JavaScript, which you could just write in Microsoft Word and run in your internet browser. However, Scala is a compiled language, which means that we’ll need a program called a *compiler* to convert the text we write to instructions the computer can understand. And that’s not the end of the story. Some compiled languages have a compiler for each type of computer you want your program to run on. So if you were to compile a C++ program using a Windows compiler, the program would only run on a Windows computer. If you wanted to have a version that ran on a Mac as well, you’d need to compile another version with a Mac compiler. Scala is part of the Java family of languages, which take the approach of *compile once, run anywhere*.

How this is achieved is by running another program, called a *Virtual Machine* on every computer that you want to run your program on. The Scala compiler turns your text into language that the Virtual Machine can understand, then the Virtual Machine translates this into instructions for the computer.

On top of this, we’re going to want another program called a *build tool*, that will help to organise and build our programs in a manageable way. And finally, although it’s possible to write code in a normal text editor, there are special coding editors that provide a lot of bells and whistles, and will really make your life easier.

Wow, so that’s a lot of stuff just to get started! At least you won’t have to pay for any of it. All of these programs are free to use.

Installing the JDK

To write Scala code you’ll need at least version 1.8 of the *Java Development Kit*. You can see whether you’ve already got it installed by opening up a Command Prompt (for Windows) or Terminal (for Mac/Linux), and typing `*javac -version*`. If the version shown starts with 1.8 or higher then you’re good to go. Otherwise you’ll need to install it.

As of the time of writing, you can download version 1.8 of the JDK from <https://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html> . If that link doesn’t work, then just search for “JDK download”. Although there are more recent versions, I’d stick with version 1.8 to make sure you’re on the same version as me.

Accept the licence agreement and download the relevant file for your computer. If you’re on Windows you’ll see two choices: Windows x86 and Windows x64. You’ll need the x86 version if you have a 32 bit version of Windows, and the x64 version if you’re running a 64 bit version of Windows. If you’re not sure which you’ve got, open the Control Panel and go to the System view. The System Type will tell you whether you’re 32 or 64 bit.

Once the file has finished downloading, run it and the JDK will be installed. You can check it’s worked by opening a new Command Prompt/ Terminal and running `*javac -version*` again.

Installing IntelliJ

IntelliJ IDEA is an *Integrated Development Environment*, or IDE. You can think of an IDE as the coding equivalent of Photoshop for editing photos, or a CAD program for architecture. Although you can program without one, it makes your life a lot easier. There are several different IDEs for programming in Scala, including Eclipse and Netbeans, but I’d suggest you install IntelliJ to make it easy to follow along.

A nice thing with IntelliJ is that we can install the Scala compiler and build tool as part of it. At the moment, you can download IntelliJ from <https://www.jetbrains.com/idea/download>. Of course, if that link doesn’t work then just search for “Download IntelliJ”. Choose the Community Edition, which is free. Once the file is downloaded, click it to run the installer.

During the installation process just accept all the default options, other than the Plugins. You should get an option to choose Plugins, in which case select to install the Scala Plugin. If you don’t see this option, or miss it by accident, then don’t worry. Once IntelliJ is installed and you create your first project, you can install Plugins by going to **Settings → Preferences → Plugins**.

If you get stuck, there are more detailed instructions on the IntelliJ website: <https://docs.scala-lang.org/getting-started-intellij-track/getting-started-with-scala-in-intellij.html>.

Your first program

If all's gone well you should have IntelliJ installed with the Scala Plugin and have a JDK. If so, well done! That's all the boring stuff out of the way, and now we're ready to start coding.

We're going to get going with a really simple program. It won't do very much, other than print out some text, but it's quite an achievement to actually get something running. I'm going to follow the age old programmer's initiation rite of writing my first program to print out "Hello World!", but feel free to change it to print out whatever you like. In fact, one of the best ways of learning as you follow through these tutorials will be to understand what the code is doing, then play around and try to get it to do something slightly different.

First things first, open up IntelliJ and create a new project. Choose a Scala sbt-based project and give your project a name. I’m going to call mine “Hello World”. You get an option of where to save your project, but I'm just going to leave mine in the default directory. Click **Finish** and IntelliJ will open your new project in a window that looks like this:

![](data:image/png;base64,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)

Now I know that looks pretty scary! There’s a lot going on here. IntelliJ is a very powerful and fully featured IDE, and there are even lots of features that many professional programmers don’t use. We’re going to be using just a small subset of the features throughout the course of this book, and I’ll explain each part before we use it, so take a breath… and let’s see what we’ve got.

The **Project** tab on the left hand side is like Windows Explorer, or Finder on the Mac. It shows the structure of your project, with directories and files. Directories have little icons that look a bit like paper folders, and files have different icons depending on the type of file. Directories also have little triangles to the left of them, which you can click to toggle whether the contents of the directory is shown or not.

There are two top level directories in your project: one has your project name (in my example this is *Hello World*), and the other is called *External Libraries*. The External Libraries directory contains code from other sources that is needed for your program to run, and you don’t really need to think about.

Under your project name directory there are four other directories and a file. The directories are **.idea**, **project**, **src**,and **target**. The file is called **build.sbt**. The .idea directory contains stuff that IntelliJ needs to know, but we’re not interested in. The project directory has stuff related to this project, but we won’t need to worry about anything in here for this book. The target directory is where compiled code gets created. And the build.sbt file has instructions for building our project.

Almost everything we do is going to be inside the **src** directory, so go ahead and open it up by clicking the little triangle to the left of it. You should find a structure that looks like this:
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You can see that there are two Scala directories, one in blue and the other in green. When I'm talking about files or directories, if there's ambiguity about which one I mean I'll prefix them with enough of the path for it to be clear. So we've got a *src/main/scala* directory and a *src/test/scala* directory. I could also refer to these as *main/scala* and *test/scala* as that's enough to distinguish them.

All the code for our program is going to live in the *main/scala* directory. We're also going to be writing code to test that our program works properly. Can you guess where that is going to go? We won't be writing any tests for this first program, but don't worry we'll be getting to them very soon!

Right click on the *main/scala* directory, and choose **New -> Scala Class** as shown in the picture below. If the **Scala Class** option isn't there, make sure you've got the Scala framework support turned on by right clicking on the project name directory, selecting **Add framework support**, then choosing Scala.
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In the **Create New Scala Class** pop up, change the Kind from Class to Object, and give it a name. If you want to follow along with me, call your new object *HelloWorld*.
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Note that the names of things in Scala can't have spaces in them, and object names should start with a capital letter. Most programming languages don't let you have spaces in names, and so have naming conventions to make it easier to read multi-word names. The convention in Scala is to use a capital letter for the beginning of each new word, but other languages might have different conventions such as putting an underscore between each word, like Hello\_world.

IntelliJ should now look like this:
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Looking in the project view you can now see a file called *HelloWorld* in the *src/main/scala* directory. It’s got a yellow **O** next to it, which means that the file contains an object. IntelliJ can be a little confusing here, in that the file is actually called *HelloWorld.scala*, but it’s displayed as just *HelloWorld* in the project view.

You can see the full file name in the top tab of the **editor view**. This is the window to the right of the project view. The tab at the top of the editor view has the file name, and as you create more files you'll be able to move between them by selecting the different tabs, just as you do when moving between different tabs in your Internet browser.

The editor view shows the contents of the current file, which you can see isn't empty. IntelliJ has helpfully auto-generated some code to get you going. Your *HelloWorld.scala* file should contain the following code:

object HelloWorld {

}

Let's do some typing. Change the code so it looks like this:

object HelloWorld extends App {

println("Hello World!")

}

And that's it, you've written your first program! It's not going to break the Internet, but we've got to start somewhere. The *println* command tells the computer to print a line of text to the output. In this case the output is the command prompt or terminal window from which we run the program.

IntelliJ auto-saves, so you don’t need to worry about saving your work. The last thing to do is to run it. Click the **Terminal** tab near the bottom of IntelliJ to switch the bottom view to the terminal, then type `*sbt run*`. Hopefully you should see something like below.
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Just above the *[success]* line you should see the phrase “Hello World!”. That’s the output of the program. Admittedly it's not very pretty, but congratulations, you've written your first program! Why don't you try making it say something else, or else printing a couple of greetings on separate lines. We'll go into more detail about what the code means in the next chapter, so give yourself a pat on the back and take a breather.
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With a bit of luck it should switch the bottom window to the terminal view, and you should see your program greeting the world!

Troubleshooting

Sometimes things don't go quite according to plan. It may be that things have changed since this book was written, or your computer is set up differently to mine. The first thing to do if things aren’t working is to check for any typos. Make sure you’re copying the code exactly. If you’ve got an error in your code, IntelliJ should underline it in red. Don’t worry about matching where I put blank lines though. The computer just ignores blank lines, so feel free to add or remove them to make the code look nicer to you.

If you're still having problems, you might need to resort to searching for the type of error you're getting on Google or post a question on https://stackoverflow.com.

Objects

We're now going to be introduced to some of the fundamental building blocks we use to write programs. We've seen objects already. In fact, we created one called *HelloWorld* in the last section. But what is an object? Under the hood computers don't understand programming languages in the way that we write them. They just see a program as a series of ones and zeros, which tell them to do things at a very low level, such as "Put a 1 in memory register A", or "If memory register A contains a 1 and memory register B contains a 0, then put a 1 in memory register C". In the early days of computing people wrote programs at this level, but as computers and programs got more complex this approach became impossible to manage. Can you imagine having to think at the level of memory registers when writing something like a big budget game?

Programming languages were developed to provide higher levels of abstraction over the nuts and bolts, and one very successful approach to this abstraction is called **Object Oriented Programming**. Scala is one of these Object Oriented Programming languages.

The basic premise of Object Oriented Programming (OOP from now on) is that you should be able to think about your program in the same way as you think about real life. In the real world we're surrounded by objects: a house, a car, a saucepan, my neighbour's cat, etc etc. Objects tend to have attributes about them, and behaviour.

Let's take an example. If I go to the fridge and take out a milk carton, what are some of the attributes that this carton has? Well, it has a colour, it has a logo printed on it, it's made from a certain mix of materials, it has a capacity for how much milk it can hold, and it's currently holding a certain volume of milk. How about behaviours? Admittedly it's not doing much just sitting on the breakfast table, but I can pour some milk out of it, which would mean that the attribute for how much milk it currently contains would change. Other behaviours might be adding milk to it, or changing the logo on it.

OOP encourages you to build your program out of a collection of objects, each with attributes and behaviour, and get them to interact with each other to do something useful.

Let's take a look back at the HelloWorld program we wrote. The code looked like this:

object HelloWorld extends App {

println("Hello World!")

}

There are actually many objects involved in this tiny program. The first is easy to see. It's called *HelloWorld* and you created it by typing the word *object* followed by the name you wanted to give the object, with the body of the object between curly braces. Ignore the *extends App* for a moment. I'll explain it in a second.

The object body can contain attributes (describing the characteristics and current state of the object) and behaviour. Our object doesn't have any attributes, but it does have some behaviour that causes "Hello World!" to be printed to the terminal.

But hang on a second! You said there were many objects? Where are the others? Scala comes with loads of its own objects which you'll take advantage of to write your programs. *println* is actually some behaviour that is defined in one of these objects called *Predef*. If you hold **Ctrl** on Windows or **Cmd** on the Mac, and click on the word *println*, IntelliJ will open up the file containing the definition of this behaviour. You'll be in the body of the *Predef* object, and should be looking at the follow code:

def println(x: Any) = Console.println(x)

This is behaviour written down as a **method**. Objects can have two types of behaviour. The first is behaviour that runs as soon as the object is created, like our *println("Hello World!")*. This is any code within the object body, but not within a method. The second type is behaviour that is only run if it is specifically called from somewhere else in the program, and methods are of this second type. The vast, vast majority of behaviour you'll write will be methods.

In a similar way to how we create objects with the word *object* followed by the name we want to give our object, we create methods with the word *def* followed by the name we want to give our method. After that there's some difference though. Notice the *(x: Any)* straight after the method name. When you call a method you can pass it some data, which it might need to be productive. Going back to our milk carton example, we said there was some behaviour for pouring milk. We might express this as a method in which we can specify how much milk we want to pour.

Everything on the left hand side of the *`=`* is called the **method definition**, and everything on the right hand side is called the **method body**. The method definition specifies the method name, what data it takes in when it is called, and what data it might return to the caller. The method body is where you describe how the method should actually do what it needs to do.

Ignoring the method body for now, our milk carton object with a method definition might look like this:

object MilkCarton {

def pourVolumeOfMilk(millilitres: Int) =

}

You've now seen two examples of defining the data to be passed into a method: *(x: Any)* and *(millilitres: Int)*. These are called **method parameters**, and they are written inside parentheses directly after the name of the method. They have two parts, separated by a colon. The first part is the parameter name, which in our examples are *x* and *millilitres*. The second part is the type of the parameter.

There are some types included with the language, such as *Int* which stands for integer, meaning a whole number, *Float* which represents a floating point number, meaning a number with a decimal point, and *String* which represents text like "Hello World!". In the *pourVolumeOfMilk* method, we've specified that the method parameter is of an *Int* type, as it wouldn’t make sense to call the method with a string for example. What would *pourVolumeOfMilk("HelloWorld!")* mean?

In the *println* method, the *Any* type is a catch all, meaning you're allowed to pass anything to it. In our program we're actually calling it with a String (the text "Hello World!"). You can think of parameters as containers with different shapes. Maybe an Int container is long and thin, and a String container is short and fat. So a long, thin integer will fit nicely in an Int container, but won't squeeze into a String container. And each parameter container has the parameter name stamped on the outside. So in the method body we can refer to the parameter by name, and the computer will go find the container with the right name, and get its contents out for us to use.

Let's have a look at what's happening in the method body for the *println* method in the *Predef* object. The method body is *Console.println(x)*. This is what the computer will run when we call the *println* method on the *Predef* object from our *HelloWorld* object. This method body is actually showing the standard way of calling a method on an object. *Console* is another object, and it also has a method called *println*. The syntax for calling methods on objects is to write the object name, followed by a period (i.e. a full stop), followed by the method name, with method parameters within parentheses.

If you like you can look at the *println* method in the *Console* object, by holding **Ctrl** or **Cmd** and clicking on the method name. You can see that our simple program is actually working by calling a method on an object, which is calling a method on another object, and so on and so on until eventually we'll get to some object that knows how to actually do the writing to the terminal!

So now we know enough to understand what's going on in the *Predef* object. The whole method looks like this:

def println(x: Any) = Console.println(x)

We've got a method definition creating a method called *println* which takes a single parameter called `*x*`, which can be of *Any* type. We're calling this method from our *HelloWorld* object like this:

println("Hello World!")

So we're passing in a String type parameter with the value "Hello World!" to the *println* method, where it gets put in the parameter container with the name "x" stamped on the outside. When the computer sees the `*x*` in the method body, it goes and finds the parameter container called "x", gets the value out of it (i.e. the string "Hello World!"), and passes that value as a method parameter to the *println* method on the *Console* object.

Phew, that was quite complicated! Well done if you got that first time. If not, you might want to re-read that section, but don't worry too much. It will all become a lot clearer when we start writing some code.

There's one final confusing thing we should cover before we move on. Some of you might be thinking, "He told me that the syntax for calling methods was the object name, followed by a period, followed by the method name. But we're not using the Predef object name when we call *println* on it. Huh?" Well, Predef is a special object and doesn't play by the normal rules, so you can call any of the Predef methods without having to use the object name first. In other words, *println("Hello World!")* and *Predef.println("Hello World!")* are exactly equivalent.

Oh, and I almost forgot! I said I'd explain what that *extends App* thing is. When you run a program, the computer needs to know where to start it from. You might have hundreds of files, loads of objects, thousands of methods, so how do you specify where the beginning is? Well, you're allowed to write *extends App* for just one of your objects in the whole program, and that signifies to the computer that it should start running the program from this object. There's actually one other way of specifying the start point of your program, and that's to write a method called `main` in one of your objects. This is a special method that has a specific method definition, and can only appear once in your whole program. If we were to rewrite our *HelloWorld* object to use the *main* method, it would look like this:

object HelloWorld {

def main(args: Array[String]) = {

println("Hello World!")

}

}

When you run the program, the computer looks for this method called *main* which takes a single method parameter. The parameter is traditionally called *args* which is short for "arguments", and its type is *Array[String]*. We'll learn about arrays later, but you can think of them like a list. So in this example, *args* is like a list of Strings. It's a way for your program to access arguments that can be passed in to it when you run it from the command line. You don't need to understand this for now, so if it doesn't make sense don't worry, we'll be covering it later. Note that this method body is inside curly braces, whereas the *println* body wasn't. Braces are optional if you can fit the method body on a single line, but have to be there if your body takes up more than one line.

Test Driven Development

We're going to play around creating some objects and methods, but first I'd like to talk to you a bit about testing. This is something that's not often covered in beginner's programming books, but it's a hugely important skill to have as a professional coder, so I think it's good to get used to it right from the start.

Programs can be enormously complicated, and when you're releasing programs into the wild you want to minimise the chance that they don't work the way you intended them to. The best way to make sure a program is doing what you want it to is to test it. Now you could sit down with the running application and manually walk through every scenario you can think of, and then repeat that every time you make a change to the code to make sure the change hasn't broken anything. Or you could write another program to automatically test your program. A program that never gets bored, doesn't get tired and make mistakes, and runs through all the scenarios in the fraction of the time it would take a person. I know which one I'd rather do.

There are whole books written on Test Driven Development (or TDD), so I'm only going to lightly scratch the surface here. More like scuff it a bit. But the basic concept is that you think about what you want your program to do, you specify how you expect that behaviour to work by writing a test for it, and then you write the code to make the test pass.

Scalatest

We're going to be using a test framework called **Scalatest** which will handle running our tests and telling us whether they've passed or not. We'll need to install it as a dependency in our project. Dependencies are external pieces of code that you can use in your project, but that don't come packaged up with the standard install of Scala, so you need to download them into your project. Fortunately it's very easy to do this using the Scala Build Tool (sbt).

Open up the *build.sbt* file which you can see in the project view. We're going to add a line to the bottom of this file to tell it to include Scalatest as a dependency. You can find the command to install the latest version of Scalatest by Googling for "Install Scalatest". As of the time of writing the command is `*libraryDependencies += "org.scalatest" % "scalatest\_2.12" % "3.0.5" % "test"*`. The “2.12” refers to the version of Scala you are using, so make sure the *scalaVersion* in the file starts with “2.12”. Your *build.sbt* file should look something like:

name := "NameOfMyProject"

version := "0.1"

scalaVersion := "2.12.0"

libraryDependencies += "org.scalatest" % "scalatest\_2.12" % "3.0.5" % "test"

Click out of the *build.sbt* file, and IntelliJ should prompt you to import the dependency. Just click to enable auto-imports. If you don't get the prompt, go to the terminal view and run `**sbt update`**. It may take a couple of minutes to download.

Writing a test

First I'm going to think about what I want my program to do, then I'm going to write a test for it, then write the code to make it work. My program is going to be very simple. I want an object to represent myself, so I'll call it "Ian". And I want Ian to be able to introduce himself, so I'd like a method that will return the string "Hello, I'm Ian" when it's called. And that's it for now. So we can start writing our test.

Feel free to look around the Scalatest website. There are many different styles of writing tests, so you might decide you prefer a particular one later, but for now we're going to use FlatSpec as I think it has a nice syntax.

I'm going to create my first test file, then I'll explain what's going on. Right click on the *src/test/scala* directory in the project view, and select **New -> Scala Class**. Leave the type as Class, and call the file IanSpec (or you can use your own name instead of Ian!) Copy the following into your file:

import org.scalatest.\_

class IanSpec extends FlatSpec with Matchers {

"SayHello" should "return 'Hello, I'm Ian'" in {

Ian.sayHello() shouldBe "Hello, I'm Ian"

}

}

I'm going to walk through what's happening here, but to fully understand it you'll need concepts that we're not going to cover until later, so it doesn't matter if you don't really get it yet. You can treat it like magic for now.

The first line is telling the computer that we'll be using stuff from Scalatest in this file. We're then creating a class called IanSpec. We'll learn a lot more about classes very soon, but at the moment you can think of them as similar to objects. I know I'm going to be creating an object called "Ian", and this file is all about testing that Ian object, so I'm going to follow the FlatSpec convention of naming the class with the name of the thing I want it to test followed by the word "Spec".

The *extends FlatSpec with Matchers* is telling the computer that we're going to be using some specific stuff from Scalatest inside this class. There's an opening curly brace at the end of the class definition line, and a matching closing curly brace at the end of the file. Everything between these is the body of the class, where the tests live.

The tests have their own special language, which isn't the standard Scala syntax you'll use in your actual program. The structure of the test is:

*a string describing what you're testing - the word* ***should*** *– a string describing what the behaviour you're testing should be - the word* ***in*** *- then the test body between curly braces.*

So you should be able to tell that this test is about making sure that the *sayHello* method of the *Ian* object will return the string "Hello, I'm Ian".

In the test body, we start by calling the method we want to test. Remember the syntax for calling methods on objects? It's object name, followed by a period, followed by the method name with parenthesis straight after. Previously we saw this with *Console.println(x)*, and here we're calling *Ian.sayHello()*. I don't need to pass any parameters into this method, as it wouldn't do anything with them, so the parentheses are empty.

The *shouldBe* compares what's on the left of it after the method call (i.e. the result of calling *Ian.sayHello()*) to what's on the right of it (the string “Hello, I’m Ian”). If they match up then the test passes. If they're different the test will fail.

You should be getting some red text in IntelliJ, signifying that something's wrong. It probably looks something like this:
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That's because we haven't created an actual object called Ian yet, so IntelliJ sees that we’ve written *Ian*, can't find what it refers to, and flags up a problem. We could fix this by right clicking on the *src/main/scala* directory, selecting **New -> Scala Class**, changing the kind to **Object**, naming it Ian, and clicking **OK**. But there's an easier way. IntelliJ has loads of clever shortcuts to help you work faster. If you click on the red Ian text you can either press **Alt + Enter** or click on the little red lightbulb that appears, then select **Create object 'Ian'** from the drop down list, like so:
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It asks you where you want to put the object, so select **New File**. Unfortunately it's not clever enough to put it in the *main/scala* directory, so look in the project view and you'll see your new file in the *test/scala* folder. Just drag it up into the *main/scala* directory, and hit **Refactor** in the box that pops up. Go back to the test file, and you'll see that *Ian* looks ok now, but *sayHello* is now red.
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You've guessed it. That's because there's no *sayHello* method in the Ian object. Let's do the same trick again. Click on the method name, then **Alt + Enter** or click on the red lightbulb, and select **Create method 'sayHello'**.
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Your object should now look like this:
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Those *???* mean there's no method body yet, so it’s a reminder for you to write something. You might also have spotted something different about the method definition. What's that *:Nothing* after the parentheses? This is the return type of the method. Remember how method parameters have types? Our carton of milk had a *def pourVolumeOfMilk(millilitres: Int)*, where the millilitres parameter had a type of Int. Most useful methods return something to the caller of the method, and the thing that's being returned has a type. For instance, we might have a method that takes an Int, and returns another Int with the value of double the input. That would look something like:

def double(x: Int): Int = x + x

In Scala, most of the time you don't have to type in the return type, as it can work it out for itself. But IntelliJ will helpfully display what it thinks is the return type for you anyway. In this instance we haven’t written a method body yet, so IntelliJ is saying the return type is Nothing.

Ok, let's write some code instead of those question marks. I'm actually going to write something that will make the test fail to start with, just so we can see what a failing test looks like. My method will look like this:

def sayHello() = "Hello, I'm Snoopy"

Go back to your test file, and all that red stuff should have gone. Hopefully we're all good to go! Right click somewhere in your test, or on the name of the test file in the project view, and select **Run 'IanSpec.SayHello sho...'**, or press **Ctrl + Shift + F10**.
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In the Run view at the bottom of IntelliJ you should see the test output, saying there's a failed test and some info about it. There's a lot of stuff in the output you don't need to worry about, but you can see the explanation for why it failed. It was expecting "Hello, I'm Ian", but got "Hello, I'm Snoopy". You can even click the **Click to see the difference** link for a nice comparison of the expected and actual result.
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Let's fix our code so our test can pass. Go back to the Ian object, and change "Snoopy" to "Ian", then rerun the test. It's a bit small to see, but everything's green which is a good sign, and you can see that 1 test passed out of 1 test run, and on my laptop it took 15 ms to complete the test.
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Now we can be sure that the `Ian.sayHello` method will always return "Hello, I'm Ian", and if you accidentally change it while you're coding you'll find out about it as soon as you run your tests. Result!

The last thing we're going to do in this chapter is use our new object and method from our actual program rather than from the test. I'll leave it to you as an exercise, but try to get your HelloWorld object to print "Hello, I'm Ian" to the terminal by calling the *sayHello* method on the *Ian* object.

More methods, and variables

Let's get some more practice with writing methods and tests. We'll continue with our project from the last chapter, so we should have an *Ian* object in the *src/main/scala* directory and an *IanSpec* class in the *src/test/scala* directory. I want to expand the behaviour of our *Ian* object so that it can introduce itself to other people by their name. This will be the first dynamic behaviour we code, whereby a method can return different things depending on what's passed into it.

A well written test should be just as good at describing behaviour as written prose, so I'm going to go ahead and write down how I'd like this to work in a new test case. This will go in the class body of the *IanSpec* class. You can put it below the existing test case, so your file should look something like this:

import org.scalatest.\_

class IanSpec extends FlatSpec with Matchers {

"SayHello" should "return 'Hello, I'm Ian'" in {

Ian.sayHello() shouldBe "Hello, I'm Ian"

}

"SayHelloTo(name)" should "return 'Hello (name), I'm Ian'" in {

Ian.sayHelloTo("Snoopy") shouldBe "Hello Snoopy, I'm Ian"

Ian.sayHelloTo("Linus") shouldBe "Hello Linus, I'm Ian"

}

}

You should have almost all the tools you need to write the code to make this test pass on your own now. Remember, you can use IntelliJ to generate method definitions for you. If you do this, it will generate a name for your method parameter (it calls mine *str*), which will be highlighted within a red box. You can either press **Enter** to keep the name it chose for you, or you can type a new name. *str* isn't very descriptive, so I've changed mine to *name*.

You might need a bit of a hand with the method body. We're going to be referring to the method parameter when we're inside the body, inserting its value into the return string. There are multiple ways of manipulating strings. If you want to create a new string by joining two strings together you can use the *+* operator between them.

def joinStrings() = "Hello " + "Snoopy"

If we call *joinStrings()* it will return a single string with the value "Hello Snoopy".

def joinStringsWithParameter(name: String) = "Hello " + name

If we call *joinStringsWithParameter("Snoopy")* it will return a single string with the value "Hello Snoopy". But this method is now dynamic, and can change what it returns depending on what is given to it. We can call *joinStringsWithParameter("James Bond")* and we'll get back a single string with the value "Hello James Bond".

The method we're writing needs to insert a parameter value between the strings "Hello " and ", I'm Ian". We can use the *+* operator to join as many strings as we like, so something like *"Hello " + name + ", I'm Ian"* works perfectly well, but isn't that readable.

A nicer way of doing this is called *string interpolation*, which means writing out the finished string as you'd like it to look, but referring to any parameters directly inside the string. The computer will see the string interpolation pattern and replace the parameter names with their values. The syntax for this is to write a small *s* immediately before the opening quotation mark for the string, and then prefix any parameter names within the string with a *$* sign. An example should help.

def interpolateStrings(name: String) = s"Hello $name, I'm Ian"

Not the most beautiful thing ever, but definitely more readable than using lots of *+*. (Joining strings with *+* is called *concatenation*, by the way).

Now you definitely have all the tools to make that test pass! Have a go at doing this yourself. My solution will be below.

What d'you know?

Let's have a little recap of what you've learnt so far. You know how to set up new projects, how to install a test framework, how to run a program and where the computer looks for the entry point to the program, how to print stuff to the terminal, how to create objects, how to specify object behaviour using methods, what *types* are, what method parameters are, how to call methods on objects, how to concatenate and interpolate strings, how to write and run tests, how to interpret test failures, what TDD stands for and how to do it, how to use IntelliJ to generate methods for you, and that your code is built on top of a ton of pre-existing classes, objects and methods that you can look at with a **Ctrl + Click**.

Not bad!

Back to methods

There are two more things I'd like to talk about before we leave learning about methods: multi-parameter methods and method overloading.

So far we've only seen methods that take no parameters (like *def sayHello()*), or take a single parameter (*def println(x: Any)* or *def interpolateStrings(name: String)*). But what if we need to add up two numbers? Or take in integers representing red, green and blue values in order to render the right colour pixel for a game? Well fortunately methods can take more than one parameter, and it's really simple to do. Just separate the parameters with a comma. Let's see an example to get some practice.

I'd like to make a calculator object, that has methods that add and subtract numbers. They will both take two integer parameters. The add method will return a new integer that is the sum of both the parameters, and the subtract method will subtract the second number from the first and return the result. Maths operations work the way you would expect. If you want to add two numbers, use the`*+*` operator. Use *`-`* if you want to subtract.

You should have the knowledge to do this on your own now. Remember to start with a test. We're going to be creating a Calculator class, so we'll want a new test file called CalculatorSpec. The test case for the *add* method should have a description along the lines of *"Add" should "return the sum of the two parameters" in { }*. You can use **Alt + Enter** to get IntelliJ to generate objects and methods for you (but remember it puts new objects in the test directory rather than the main directory, so you'll need to move them).

My solution is a bit further down, but try and write this yourself before moving on.

Method overloading

When you call a method from somewhere in your code, the computer looks up the object the method is defined in, then looks up the specific method to call. As you've seen, an object can have more than one method in it. However, it doesn't just go by the method name to identify the right method. It also looks at the method parameter types. So you could have an object with lots of methods, all with the same name, but with differences in their parameter types, and the computer would still be able to tell them apart.

For instance, it would be alright to have all of the following methods in the same object, and the computer could find the right one depending on the parameter types it is being called with:

object StuffWithMethods {

def add(x: Int, y: Int) = x + y

def add(x: String, y: String) = x + y

def add(x: Int, y: String) = ???

def add(x: Int) = ???

}

So if we called *StuffWithMethods.add(1, 2)* it would see we are passing in two *Ints*, so would choose the top method and return 3. If we called *StuffWithMethods.add(“Hi”, “there”)* it would choose the method that takes two *Strings* and return “Hithere”.

Just a word of caution though. Method overloading works when you've got different parameter types, but it doesn't work when only the parameter names or the method return types are different. You'd get errors if you tried to put these methods in the same object:

object WontWork {

def add(x: Int, y: Int): Int = ???

def add(a: Int, b: Int): Int = ???

def add(x: Int, y: Int): String = ???

}

Try adding an overloaded method to your calculator object that will take two strings, and return them concatenated. Don't forget to write the test first!

Ok, let's just make sure we're still on the same page. You should have an *Ian* object looking like this:

object Ian {

def sayHello() = "Hello, I'm Ian"

def sayHelloTo(name: String) = s"Hello $name, I'm Ian"

}

A *CalculatorSpec* test class like this:

import org.scalatest.\_

class CalculatorSpec extends FlatSpec with Matchers

"Add" should "return the sum of two integers" in {

Calculator.add(1, 2) shouldBe 3

}

"Subtract" should "return the difference between two integers" in {

Calculator.subtract(4, 3) shouldBe 1

}

"Add passing in strings" should "return the concatenated strings" in {

Calculator.add("Hello", "World") should be "HelloWorld"

}

}

And finally the implementation of the Calculator object should look like:

object Calculator {

def add(x: Int, y: Int) = x + y

def subtract(x: Int, y: Int) = x - y

def add(x: String, y: String) = x + y

}

Let's talk about state, baby

Sorry for the cheesy title! You might remember when we were talking about Object Oriented Programming that I said that objects can have attributes. For our example of a milk carton, these were things like its colour, the logo printed on it, and how much milk it currently contains. These are all things that programmers would say describe the state of an object.

When we're modelling these objects in code, we might decide that some of these attributes will never change, such as the colour. Other attributes are likely to vary over time, such as the amount of milk the carton currently contains. In programming-speak, attributes that can vary are called **mutable**, and are created using the keyword *var*. Those values that are fixed are called **immutable**, and are created with the keyword *val*.

We're going to demonstrate the use of mutable and immutable attributes by modelling our milk carton in code. It will have an immutable attribute to represent its colour, and a mutable attribute representing how much milk it contains. We'll then code the behaviour for pouring and adding milk in methods, and see how we can link these methods to change the state of the object. You can keep using the existing project, or create a new one if you like.

I'm going to show you a slightly different way of creating objects and tests, meaning you won't have to move the auto-generated object from the test directory to the main directory. Right click on the *src/main/scala* directory, and select **New -> Scala Class**. Change the kind to Object, name the object MilkCarton, and click **OK**. IntelliJ should open up your new MilkCarton object in the editor view. Put the cursor somewhere in the object body and press **Ctrl + Shift + T**. You should get a drop down box with the option to create a new test:
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Select this option, and you'll get a box pop up with some options for your new test. Make sure the class name is *MilkCartonSpec* and the Superclass says *org.scalatest.FlatSpec* and click **OK**:
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And voila, IntelliJ has created a new test file for you in the right place!

It's still not quite perfect for us though. We've got *class MilkCartonSpec extends FlatSpec* but you need to add *with Matchers*. If you type *Matchers* and it's in red, make sure it's being imported into the file. In other words, the first line of the file should be *import org.scalatest.{FlatSpec, Matchers}* or *import org.scalatest.\_*.

Right, we're ready to start writing some tests. First we're going to check that we can get the colour attribute out of the object. We reference attributes on objects in the same way that we reference methods on objects. The only difference being that attributes don't have parentheses after their name. It doesn't make much sense to pass a parameter into an attribute. Follow along with me as we write this first test.

import org.scalatest.\_

class MilkCartonSpec extends FlatSpec with Matchers {

"The MilkCarton's colour" should "be white" in {

MilkCarton.colour shouldBe "white"

}

}

Hopefully that makes sense. Because we haven't defined the *colour* attribute on the *MilkCarton* object, IntelliJ is highlighting the word `colour` in red, as it can't work out what it's referring to. We know how to fix that! Put your cursor in the word `colour` and either **Alt + Enter** or click on the red lightbulb to get the options drop down. Select **Create value 'colour'**, and IntelliJ will insert some code into your MilkCarton object for you:

val colour = ???

You can see the keyword *val*, which means we're creating an immutable attribute. Replace the *???`*with the value we want our attribute to have, which in this instance is the string "white".

val colour = "white"

Go back to your test file and run the test, either by right clicking on the file name and selecting the option to run the test, or clicking somewhere in the test body and pressing **Ctrl + Shift + F10**. With a bit of luck you've got a passing test!

Try changing either the expected value in the test, or the actual value in the object to make the test fail. Cool, now put it back so it's passing again. You've just created your first attribute, and tested that you can get its value out of the object!

Now we're going to do something more complicated, but satisfying. I'd say this is going to be our first *real* coding that does something interesting! We're going to create a mutable attribute to represent the state of how much milk the carton currently holds. Then we're going to create methods that can either add or remove specified amounts of milk, and check that the state of the carton gets updated properly to reflect the new amount of milk it contains. How exciting!

We need to make a decision about how much milk the carton will contain when it is created. It makes sense to me that it will initially be empty. So let's write a test to make sure that a newly created carton contains no milk. The test case will be something like:

"A newly created MilkCarton" should "contain no milk" in {

MilkCarton.millilitresOfMilk shouldBe 0

}

Use IntelliJ to generate the attribute for you, but this time instead of selecting **Create value**, select **Create variable**. This is because we want a *var* instead of a *val*, which will let us change its value over time. Set your new variable to equal 0, like this:

var millilitresOfMilk = 0

And make sure your test passes. Now we need a way of adding milk, which is going to be a method. The way we're going to test that this method works is to call it to add milk, then check that the value of the millilitresOfMilk is equal to the amount of milk we added. So I'm going to add a new test case, like this:

"Adding milk" should "update the state of the MilkCarton" in {

MilkCarton.millilitresOfMilk shouldBe 0

MilkCarton.addMillilitresOfMilk(500)

MilkCarton.millilitresOfMilk shouldBe 500

}

We start by making sure that the MilkCarton is empty. Then we call the method to add 500 mls of milk. And finally we check that the MilkCarton contains 500 mls of milk. Go ahead and get IntelliJ to generate the *addMillilitresOfMilk* method for you. This is how we are going to use the method to update the state of the carton:

object MilkCarton {

var millilitresOfMilk = 0

def addMillilitresOfMilk(mls: Int) = millilitresOfMilk = millilitresOfMilk + mls

}

Run your test and make sure that it passes, then we'll come back to this.

It looks a little bit confusing, doesn't it. The first thing to say is that *=* doesn't mean equals in the way you learnt it at school. In maths we'd say 1 + 1 = 2, which is testing that the left side is the same as the right side. In Scala (and many other programming languages) the *=* sign is used for assignment. It means *assign the value on the right hand side to the variable or method on the left hand side*. So *var millilitresOfMilk = 0* means assign the value 0 to the variable called *millilitresOfMilk*.

In our *addMillilitresOfMilk* method, the first *=* means assign everything on the right hand side to the body of the method. It might look a little clearer if I rewrite it with the optional braces around the method body:

def addMillilitresOfMilk(mls: Int) = {

millilitresOfMilk = millilitresOfMilk + mls

}

In the method body, the first *millilitresOfMilk* on the left hand side of the *=* is referencing the *var millilitresOfMilk*. The *=* means assign the result of the right hand side to the *millilitresOfMilk* variable. It's a bit confusing because *millilitresOfMilk* is on both sides. My fingers are beginning to regret calling that variable *millilitresOfMilk*.

Let's change it to be a bit simpler. If we wrote:

millilitresOfMilk = 1 + 2

you could see that we're assigning the value 3 to the millilitresOfMilk attribute. If we wrote:

def addMillilitresOfMilk(mls: Int) = {

millilitresOfMilk = 1 + mls

}

and we called the method passing in a parameter of 10, the computer would see that we're referencing the *mls* parameter on the right hand side, go get the value of that parameter (10), add it to 1 to get 11, and assign that to the *millilitresOfMilk* attribute. So going back to our original method:

def addMillilitresOfMilk(mls: Int) = {

millilitresOfMilk = millilitresOfMilk + mls

}

and say we call the method with a parameter of 10, the computer will evaluate the expression on the right hand side of the *=* by finding the current value of the *millilitresOfMilk* variable (0), finding the value of the *mls* parameter (10), adding them together to get 10, and assigning that result back to the *millilitresOfMilk* attribute. If we then called the method again with a value of 10, the current value of the *millilitresOfMilk* would get updated to 20. To illustrate this, let's update our test to show it in action:

"Adding milk" should "update the state of the MilkCarton" in {

MilkCarton.millilitresOfMilk shouldBe 0

MilkCarton.addMillilitresOfMilk(10)

MilkCarton.millilitresOfMilk shouldBe 10

MilkCarton.addMillilitresOfMilk(10)

MilkCarton.millilitresOfMilk shouldBe 20

MilkCarton.addMillilitresOfMilk(50)

MilkCarton.millilitresOfMilk shouldBe 70

}

You can see that the carton is keeping track of how much milk it contains, and each time we add some it updates itself with the new value. Updating a variable by adding something to its existing value is such a common thing that there's actually a shortcut way of writing it, using the *+=* operator. So instead of:

millilitresOfMilk = millilitresOfMilk + mls

we can write:

millilitresOfMilk += mls

You can also use this shortcut for subtraction, multiplication and division. Here's a little self-contained program that you can run to demonstrate this.

object MyProgram extends App {

var x = 10

x += 100

// x now equals 110

x -= 10

// x now equals 100

x /= 2

// x now equals 50

x \*= 4

// x now equals 200

println(x)

}

This will only work with mutable variables (*var*), not with immutable values (*val*), as once a *val* has been assigned a value it can't be changed.

A comment on comments

You probably noticed something new in the little program above. There are lines of text beginning with a double forward slash (*//*). These are *comments*, which is a way of writing text for humans to read in your program, but which the computer will ignore. Anything after a *//*, but on the same line, is treated as a comment. So I could have written:

x += 100 // x now equals 110

If you want to write comments that go over multiple lines, you start the comment with */\**, and finish it with *\*/*, like so:

object MyProgram extends App {

/\*

This comment

goes over

several lines

\*/

}

Back to milk

Just to make sure we're in the same place, we should now have a *MilkCartonSpec* test file that looks like this:

import org.scalatest.\_

class MilkCartonSpec extends FlatSpec with Matchers {

"The MilkCarton's colour" should "be white" in {

MilkCarton.colour shouldBe "white"

}

"Adding milk" should "update the state of the MilkCarton" in {

MilkCarton.millilitresOfMilk shouldBe 0

MilkCarton.addMillilitresOfMilk(10)

MilkCarton.millilitresOfMilk shouldBe 10

MilkCarton.addMillilitresOfMilk(10)

MilkCarton.millilitresOfMilk shouldBe 20

MilkCarton.addMillilitresOfMilk(50)

MilkCarton.millilitresOfMilk shouldBe 70

}

}

And a *MilkCarton* file that looks like this:

object MilkCarton {

val colour = "white"

var millilitresOfMilk = 0

def addMillilitresOfMilk(mls: Int) = millilitresOfMilk += mls

}

Try adding a method to remove milk from the carton. You might want to call it *pourMillilitresOfMilk*, and it should take an integer as a method parameter specifying how much milk to remove.

Remember to write a test for it first.

And that's it for this chapter! Well done, you've made great progress in learning the building blocks of Object Oriented Programming. You know how to create objects, how to give them attributes that may or may not be allowed to change, and how to use methods to describe the behaviour of and change the state of objects.

This is exactly how a computer game might track and update the state of characters. You'd probably have an object representing the player's character. Some of the player's attributes might not change, such as its walking speed, or the image used to display it, so these could be modelled using *vals*. Others will need to change throughout the course of the game, such as the amount of health it has, or the number of coins it has picked up, so these would be *vars*. And the state of the player would be updated by calling methods on the player object. For instance, you can imagine a *def takeDamage(x: Int)* method that would update the player's health. There are a few more concepts to learn before you can make that big budget role playing game, but you're well on your way!

Try writing a *Player* object with some health that you can take from and add to using methods.

Classes

I'd like to continue our example from the last section in which I asked you to create a *Player* object, in order to cover another crucial aspect of Object Oriented Programming. You can use your own *Player*, or copy mine. Just make sure it has a *var* representing its health as an integer, a *val* representing the amount of damage it can deal, and methods to take damage and to heal. Mine looks like this:

object Player {

var health = 100

val damage = 10

def takeDamage(x: Int) = health -= x

def heal(x: Int) = health += x

}

Now let's say we want to create a fantastic game, where the player goes around fighting monsters. I'm going to write a *Monster* object. It will be a bit less powerful than the player, so I'll give it less health and damage. Also, we don't want it to be able to heal. So it looks something like this:

object Monster {

var health = 50

val damage = 5

def takeDamage(x: Int) = health -= x

}

There's obviously a lot missing if this was going to be a real game, such as being able to tell when the health has got down to zero and killing either the player or the monster, but I'm going to keep things simple.

A fight between the player and the monster could look like this:

object Game extends App {

// Player hits first

Monster.takeDamage(Player.damage)

println(s"Monster now has ${Monster.health} health"

// Monster's turn

Player.takeDamage(Monster.damage)

println(s"Player now has ${Player.health} health")

}

There's something slightly new here. Notice the curly braces around *{Monster.health}* and *{Player.health}*. This is still string interpolation, like we did before (*s"Hello $name"*), but if you're interpolating anything more than a simple variable you need to wrap it in curly braces. Try removing them and see what happens.

So that's great. We could keep getting the player and the monster to take turns hitting each other until the monster is dead. Hooray! But then the player is going to go exploring some more, and guess what's in the next room in the dungeon? That's right, another monster. Hmm, how do we handle this?

With the tools we've currently got I can think of two ways of doing this. We've got a *Monster* object with zero health, and we have access to its health attribute, so we could just reset the health to 50:

Monster.health = 50

But what if we want the player to fight multiple monsters at once? Or if the player ran away from the first monster before it was dead, fought the second monster, then went back to fight the first monster? We'd be in a whole world of pain trying to keep track of how much health the *Monster* object should have at any given time.

The second option would be to write a separate object for each monster. Then each object will hold its own state, and we don't need to worry about tracking that ourselves. This might seem reasonable at first, but I'm intending to write a huge, open world game, with thousands of monsters to fight. I don't really want to have to write a thousand object files for these monsters.

Fortunately you're about to learn the magic trick that makes this really easy! Going back to our trusty milk carton analogy, we've said that a carton is an object. But that carton is getting made in a factory according to a set of instructions. Given those instructions and the factory, we can create as many carton objects as we like, each of which can have their own state (for instance holding different amounts of milk). Sounding similar to the problem we had with our monsters? Who would ever have thought that monsters and milk cartons had something in common?

Most OOP languages, including Scala, provide this factory mechanism for you to create new objects from instructions. And those instructions are called **classes**. Classes look very similar to objects. Let's see by rewriting our monster object as a class:

class Monster {

var health = 50

val damage = 5

def takeDamage(x: Int) = health -= x

}

Spot the difference? We've replaced the word *object* with the word *class*. Make sure you've replaced your monster object with the class, not just created a class as well. It's ok to have an object and a class called the same thing, but I won't be able to demonstrate my point if you've got both at the moment.

Look back in your *Game* object, and IntelliJ should be complaining about not being able to resolve the symbol *Monster*. Remember that a class is *instructions* for how to create an object, not an object itself. It wouldn't make sense to ask the instructions for creating a milk carton how much milk it currently holds, or to pour some milk. So in our program we can't ask the instructions for creating a monster to take some damage. We need to use the instructions to create a *Monster* object. And the way we ask Scala to create a new object for us is to use the word *new*. I'm going to rewrite the *Game* object to show you.

object Game extends App {

// Create a new monster and assign it to a value

val firstMonster = new Monster

// Create another new monster and assign it to a different value

val secondMonster = new Monster

// Fight!!!

firstMonster.takeDamage(Player.damage)

secondMonster.takeDamage(Player.damage)

firstMonster.takeDamage(Player.damage)

println(s"firstMonster has ${firstMonster.health} health remaining") // 30 health left

println(s"secondMonster has ${secondMonster.health} health remaining") // 40 health left

}

Brilliant! We're now able to create monsters willy-nilly, and they'll each maintain their own state of how much health they've got.

Setting attributes when newing up

The technical term for creating a new object from a class is *instantiating*. "I'm going to instantiate a new monster". When I worked at Sky my team there would have said, "I'm going to new up a monster" instead. It's kind of cute. Use whichever you like!

It's useful to be able to set attributes on objects when you create them. There might be a standard set of instructions for creating a milk carton, but the same factory should be able to print different "Best before" labels on it. For my monsters I'd like to have some variation in the amount of damage they deal, so as I create each one I'm going to specify its damage. To do that we need to remove the *val damage = 5* attribute from the class, and pass it in as a **constructor parameter** instead.

Constructor parameters are pretty similar to method parameters. They have names, types, and are found in parentheses after the class name. Here's how the *Monster* looks with a constructor parameter for its damage:

class Monster(damage: Int) {

var health = 50

// Methods omitted

}

And to create a monster object with a damage of 10, we would write:

new Monster(10)

Constructor parameters by default are *val*. In other words, once the object has been created the value can't be changed. We can create mutable constructor parameters as well, by specifying them as *var*. So to enable us to vary the starting health of the monsters as well, we'd remove the *var health = 50* attribute from the class and add a constructor parameter like so:

class Monster(damage: Int, var health: Int) {

// Methods omitted

}

And to create a monster object with a damage of 10 and a health of 20, we would write:

new Monster(10, 20)

So with our new constructor parameters, let's update our game:

object Game extends App {

// Create a weakling monster

val ghost = new Monster(2, 10)

// Create a powerful monster

val dreadLord = new Monster(100, 1000)

}

Named and default constructor parameters

Sometimes it makes sense to have default values for some of your constructor parameters, which means you don't have to specify them when you new up the object. For instance, I might decide that most of my monsters will have 5 damage and 10 health, and only a few special monsters will have different values. By specifying defaults, I'll be able to create most of my monsters by just typing *new Monster*, rather than having to type *new Monster(5, 10)* all the time.

You can specify defaults just by assigning a value to the parameter in the constructor. So the constructor for my new monster class would look like:

class Monster(damage: Int = 5, var health: Int = 10)

I can now create new monsters with both default parameters, and also override one or both of the values:

new Monster // Has damage 5, health 10

new Monster(20) // Only overriding the first parameter, so has damage 20, health 10

new Monster(20, 50) // Overriding both parameters, so has damage 20, health 50

If I just want to override the second parameter, how do I specify that the first should stay as the default? I can name the parameters when I'm calling them:

new Monster(health = 30) // Only overrides the health parameter, so has damage 5, health 30

Traits

We've learnt about objects, which have attributes and behaviour, and about classes, which allow us to create objects. The final part of the OOP triumvirate is **traits**. You might recognise the term. In fact, you've seen it several times already. When you create a new Scala file you have to choose the kind from the drop down list. The available options are: Class, Object and Trait.
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Traits allow us to specify that classes (and hence objects) will have certain attributes and behaviours, but not necessarily have to say what those attributes and behaviours are. That probably sounds a little confusing, so let's have an example. I love examples!

I want to have another type of enemy for our player to fight - a wizard. Now because the wizard is magical it doesn't have any health, but it has magic instead. It can still be attacked, but the attacks will reduce its magic rather than its health. So it will look something like this:

class Wizard(damage: Int = 10, var magic: Int = 50) {

def takeDamage(x: Int) = magic -= x

}

And just for reference, our monster class looks like:

class Monster(damage: Int = 5, var health: Int = 10) {

def takeDamage(x: Int) = health -= x

}

And just for the fun of it, let's create something else that we can damage:

class WoodenCrate(isBreakable: Boolean = false) {

def takeDamage(x: Int) = {

if (isBreakable) println("Bam! I've been smashed!")

else println("Hah! Your puny blows mean nothing to me!")

}

}

Don't worry about the implementation of the *WoodenCrate*. There's some stuff in there we'll learn about shortly. The thing to notice is that all three classes have a *takeDamage(x: Int)* method, but the method bodies do different things.

One other change I'd like to make is that the *Game* object currently has to know about how the *Player* attacks the *Monster*. I think the *Player* should know how to do that itself. So I want the *Game* to look like:

object Game extends App {

val ghost = new Monster

Player.attack(ghost)

}

*Player* doesn't have an *attack* method yet, so we'll have to write one. Try and do this yourself, and write a test in the *PlayerSpec* class first. I'll give you some hints below, and then my solution below that.

Hints

- The *attack* method will have a method parameter of type *Monster*.

- You'll need to call the monster's *takeDamage* method from the body of the *attack* method.

- You can reference the player's *damage* attribute from the method body just by calling it by name.

- To test that it's working create a *Monster* with a known amount of health, attack it, then check that its health has been reduced by the *Player*'s attack value.

My implementation

New test in PlayerSpec:

"Attacking a monster" should "reduce the monster's health by the value of the player's damage" in {

val x = new Monster(health = 50)

Player.attack(x)

x.health shouldBe 40

}

New method in Player:

object Player {

var health = 100

val damage = 10

def attack(monster: Monster) = monster.takeDamage(damage)

// Omitted other methods

}

Hopefully that makes sense. You're passing an object of type *Monster* into the *Player*'s *attack* method. In the method body you're calling the *takeDamage* method on the *Monster* object, and passing in the value of the *Player*'s *damage* attribute. The body of the *Monster*'s *takeDamage* method subtracts the value passed into it from the *Monster*'s *health* attribute.

Back to the game

Great, now that the player can attack a monster, I'd like them to be able to attack Wizards and WoodenCrates as well. I can't just write:

val wiz = new Wizard

Player.attack(wiz)

Give it a try. It's not working because we've written the *attack* method to expect a method parameter of type *Monster*, and we're trying to pass it an object of type *Wizard*. You know about method overloading, so one solution would be to write separate *attack* methods for Wizards and WoodenCrates. That would look like this:

object Player {

var health = 100

val damage = 10

def attack(x: Monster) = x.takeDamage(damage)

def attack(x: Wizard) = x.takeDamage(damage)

def attack(x: WoodenCrate) = x.takeDamage(damage)

// Omitted other methods

}

There's some very similar looking code here. I've renamed the method parameters to *x*, just to highlight how similar the three methods are. In fact, their method bodies are identical. This is manageable when we've got three attackable object types, but not so great if we've got a dozen, or a hundred. Here's where traits come in. As I've said,

*"Traits allow us to specify that classes (and hence objects) will have certain attributes and behaviours, but not necessarily have to say what those attributes and behaviours are."*

We're going to use a trait to specify that our three classes all have the *takeDamage* behaviour, but let the classes specify what those behaviours are themselves. This is really easy to do. Right click on the *src/main/scala* directory and select **New -> Scala class**. In the pop up box, select **Trait** as the kind, and name it *Attackable*. Add the following to the trait body, so the file looks like this:

trait Attackable {

def takeDamage(x: Int)

}

Here we've just got the method definition, and not the method body. In other words we've described a behaviour, but not how that behaviour should work. There are two things we need to update to make this work: the *Player* object to use the trait type instead of the object types, and the attackable objects so the computer can associate them with the trait. I'll update the player first. You can remove the three *attack* methods, and replace them with this:

def attack(x: Attackable) = x.takeDamage(damage)

Here we're saying that the method should take a method parameter of type *Attackable*. And we know that *Attackable* types will have a *takeDamage* method, so it's safe to call *takeDamage* on the parameter in the method body.

Now let's update our three classes so that the computer knows they are *Attackable* types. We do this by **extending the trait**, which just means writing the word *extends* followed by the trait name at the end of the class definition, like so:

class Monster(damage: Int = 5, var health: Int = 10) extends Attackable {

// class body

}

class Wizard(damage: Int = 10, var magic: Int = 50) extends Attackable {

// class body

}

class WoodenCrate(isBreakable: Boolean = false) extends Attackable {

// class body

}

A common source of confusion for people learning this is knowing when they can access methods and attributes that are specific to the class, and when they are restricted to accessing those defined on the trait. Basically, if you create an object from a class that extends a trait, you can treat it as a plain old object the way we've done up to now. You can access all the attributes and methods on it. So the following is all fine:

val m = new Monster

println(m.health)

println(m.damage)

m.takeDamage(20)

However, as soon as you pass it to something that expects the trait, you lose access to any attributes and methods that aren't defined in the trait.

object Player {

def attack(x: Attackable) = {

println(x.health) // Not ok!

println(x.damage) // Not ok!

}

}

If you think about it, it makes sense. We're allowed to pass both Monsters and Wizards to the *attack* method. Monsters have a health attribute, but not a magic attribute. Wizards have a magic attribute, but not a health attribute. If we tried to access the health attribute when we've got a Wizard, the program wouldn't know what to do and would crash. You can think of a trait as a contract guaranteeing that any object extending it will have certain attributes available, or have an implementation of certain methods.

Default methods

Similar to how we learned to provide default values for constructor parameters, we can also provide default method bodies in traits. If we provide a default implementation then classes can extend the trait without providing their own implementation, and the default will be used. If they decide to implement the method themselves then the default will be ignored.

We might want some objects in our game to be attackable, but for nothing much to happen if they are attacked. For instance, the player might attack a wall, or a rock. Let's say if any of these type of objects are attacked, it will just print out, "Well, that didn't do much". We'll decide that this is the default behaviour for attackable objects, unless they specify something else should happen. We also don't want to have to write *def takeDamage(x: Int) = println("Well, that didn't do much")* in every one of these classes. So this is a great chance to use a default method in a trait. I'm going to write my *Rock* class first:

class Rock extends Attackable

See that IntelliJ is underlining the name of the class in red. Something's not right. If you cover your mouse pointer over the class name, you should see a tooltip with a message like, *"Class 'Rock' must either be declared abstract or implement abstract member 'takeDamage(x: Int): Unit' in 'Attackable'"*. This is basically saying that the class *Rock* is breaking the *Attackable* contract by not specifying the behaviour for *takeDamage*. If we were to create a new *Rock* object and pass it into the *Player*'s *attack* method, the computer would try to call *takeDamage* on it and wouldn't find any method to run. We're going to fix this by providing the method body in the trait.

trait Attackable {

def takeDamage(x: Int) = println("Well, that didn't do much")

}

Now look back at your *Rock* class, and everything should be fine.

We're almost there, but take a look at your *Monster* class. Oh dear, we've now got some problem with our *takeDamage* method. Hover over the method and you should get a tooltip explaining the problem: *"Method 'takeDamage' needs override modifier"*. Because you've got a default implementation in the trait, Scala wants you to explicitly say that you want the method in the class to override the method in the trait. It's very easy to fix. Just put the word **override** before the word **def**.

override def takeDamage(x: Int) = health -= x

You'll have to do this for the Wizard and the WoodenCrate classes as well. Now you can add the following lines to your Game object:

val wall = new Wall

Player.attack(wall) // prints out "Well, that didn't do much"

A recap

Let's check we're still kind of in sync with each other. I've got the following files:

Attackable.scala

trait Attackable {

def takeDamage(x: Int) = println("Well, that didn't do much") // Default implementation

}

Monster.scala

class Monster(damage: Int = 5, var health: Int = 10) extends Attackable {

override def takeDamage(x: Int) = health -= x

}

Wizard.scala

class Wizard(damage: Int = 10, var magic: Int = 80) extends Attackable {

override def takeDamage(x: Int) = magic -= x

}

WoodenCrate.scala

class WoodenCrate(isBreakable: Boolean = false) extends Attackable {

override def takeDamage(x: Int) = {

if (isBreakable) println("Bam! I've been smashed!")

else println("Hah! Your puny blows mean nothing to me!")

}

}

Wall.scala

class Wall extends Attackable

Player.scala

object Player {

val damage = 10

var health = 100

def attack(enemy: Attackable) = enemy.takeDamage(damage)

def takeDamage(x: Int) = health -= x

}

Game.scala

object Game extends App {

val ghost = new Monster(health = 5, damage = 5)

val beast = new Monster(health = 50, damage = 10)

val wiz = new Wizard

val crate = new WoodenCrate

val wall = new Wall

Player.attack(ghost)

println(s"Ghost now has ${ghost.health} health") // Should print -5 health

Player.attack(beast)

println(s"Beast now has ${beast.health} health") // Should print 40 health

Player.attack(wiz)

println(s"Wiz now has ${wiz.magic} magic") // Should print 70 magic

Player.attack(crate) // Should print "Hah! Your puny blows mean nothing to me!"

Player.attack(wall) // Should print "Well, that didn't do much"

}

object Game extends App

We first wrote this object definition back when we created our first "Hello World" program, and I promised I'd explain it later. Well, the time is now! Go to your *Game.scala* file, and **Ctrl + Click** or **Cmd + Click** on the word *App*. IntelliJ should take you to a new file where *App* is defined, and surprise surprise, it's a trait! Have a look through the file, but don't worry if you don't understand everything. The main thing I want you to notice is a default method defined in the *App* trait:

def main(args: Array[String]) = {

// Some code in the method body

}

When I told you previously that the computer looks for an object extending *App* to work out where to start running your program, I wasn't quite telling you the whole truth. What it actually looks for is a method called *main* taking one method parameter of type *Array[String]*. So because our *Game* object is extending a trait with the *main* method, the computer can find it and know where to start.

You don't have to create an object extending *App* to start your program if you don't want to. You can create a class and write a *main* method yourself. If I wanted to change my *Game* object to a class, I'd write it like this:

class Game {

def main(args: Array[String]) = {

val ghost = new Monster(health = 5, damage = 5)

val beast = new Monster(health = 50, damage = 10)

// etc

Player.attack(ghost)

println(s"Ghost now has ${ghost.health} health") // Should print -5 health

Player.attack(beast)

println(s"Beast now has ${beast.health} health") // Should print 40 health

// etc

}

}

It's really a matter of personal preference which way you want to start your program.

Dependency Injection, Stubs and Mocks

When you start to write programs of any complexity, it's likely that you'll start having dependencies on objects that other people have written. In fact, we're already depending on the *Console* object to enable us to print things out using its *def println(x: Any)* method.

Writing good code takes skill, and the question of "what is good code" has different answers to different people. However, I'd say that most professional programmers would agree that testing the core business logic of the code you're writing is important, as is writing code in a way that is maintainable and not too difficult to change in the future.

You can't really test absolutely *everything* though, and we generally have a certain amount of trust in the dependencies we use to do what they're supposed to. We also want to be able to swap out dependencies when our business needs change. An example of this might be initially using an object to save things to the file system, then deciding to swap this out for an object that saves things to a database. This chapter is about the art of structuring your code so that you can test the important bits, not have to test certain dependencies, and making it easy to swap dependencies.

What the Bool?

The examples that follow need you to understand what **Booleans** are. So now's as good a time as any to cover them. A *Boolean* is one of the types built into Scala, in much the same way that *String* and *Int* are types. Whereas an *Int* can represent any whole number, and a *String* can represent any piece of text, a *Boolean* can only be one of two values: **true** or **false**. Here are some examples of plain English statements that are either true or false:

- One plus one equals two - true

- Apple starts with the letter 'A' - true

- 10 is less than 5 - false

- Leicester City will win the Premier League - false (hmm)

Where *Boolean*s really shine are when we use them to change how our programs behave based on whether they are true or false. So far our programs have had a single path of execution. They start, then they run sequentially through the instructions we've given, then they finish. *Boolean*s let us introduce branch points into our programs, using something called *conditional expressions*. This basically tells the computer to "do this thing if this condition is true, otherwise do this other thing". *Conditional expression* is a bit of a mouthful, so most people just call them *if statements*.

The syntax of an if statement is the word *if*, followed by some expressions that the computer can evaluate to either true or false in parentheses, followed by the code to execute if the expression evaluates to true. It's probably easier to see this by example:

object Program extends App {

val x = 20

if (x > 10) println(s"$x is greater than 10")

}

Here the computer evaluates the expression *x > 10* by looking at the value of *x* and seeing whether it is greater than 10. So the expression the computer sees is, "20 is greater than 10". This is true, so it runs the code printing the message to the terminal. Try changing the value of *x* to 5 and running the program again. Because the expression, "5 is greater than 10" is false, the code isn't run.

We've got the code to say, "do this thing if this expression is true", but we also need the bit to say "otherwise do this other thing". The way we do that is by using the keyword *else*. I'll extend the example to demonstrate.

object Program extends App {

val x = 20

if (x > 10) println(s"$x is greater than 10")

else println(s"$x is less than 10)

}

Hopefully that's pretty straightforward. You can see how this would be useful in something like a game:

if (attack button is pressed) use sword

else raise shield

Sometimes you need to use curly braces around the bits of code to execute, and sometimes you don't. The rule is the same as for method bodies. If the body is going to take up more than one line, you need to wrap it in curly braces. You can still use curly braces if the body is only one line, but they're optional. I'll rewrite the example to show you:

object Program extends App {

val x = 20

if (x > 10) {

println(s"$x is greater than 10")

println("And here's another line, so we have to be wrapped in braces")

}

else {

println(s"$x is less than 10)

}

}

You can also extend your conditional expressions to have more than a single true and false branch. Use *else if* to add more branches:

object Program extends App {

val x = 20

if (x > 10) {

println(s"$x is greater than 10 but less than 15")

}

else if (x > 15) {

println(s"$x is greater than 15")

}

else {

println(s"$x is less than 10)

}

}

Hmm, that doesn't seem quite right. Hopefully you've been following along, and if you ran that program it would have printed, "20 is greater than 10 but less than 15". That's not what we wanted. It should have said, "20 is greater than 15". What's happening is that the statements are being evaluated in order, and as soon as one of them evaluates to true the rest of them will be ignored. 20 is indeed greater than 10, so the first statement *x > 10* evaluates to true.

We can fix this by swapping the two statements around, but this shows that you sometimes need to pay attention to the order in which things are written.

object Program extends App {

val x = 20

if (x > 15) {

println(s"$x is greater than 15")

}

else if (x > 10) {

println(s"$x is greater than 10 but less than 15")

}

else {

println(s"$x is less than 10)

}

}

When it comes to the types of statement we can use in conditionals, anything that evaluates to a *Boolean* is fine, but we commonly write statements that compare one thing to another. For instance, we've been comparing two numbers, and evaluating whether one is greater than the other. The types of comparisons we can do are as follows:

x == y // True if x is equal to y

x > y // True if x is greater than y

x >= y // True if x is greater than or equal to y

x < y // True if x is less than y

x <= y // True if x is less than or equal to y

x != y // True if x does not equal y

That double equals (==) catches a lot of people out. Why do we have to write two *=*? Well we know that a single *=* is already used for assignment, so we need a different way of expressing that we want to do a comparison. If you're getting errors in your comparisons, make sure you're not doing an assignment instead!

Have a bit of a play around using if statements with each of these types of comparison. When you're ready, move on to the next part.

The next part

Right, after that diversion into the world of true and false we're ready to tackle dependency injection, stubs and mocks. Here's a problem:

class MilkCarton(var amountOfMilk: Int) {

def pourMilk(x: Int) = {

// Oooh, an if statement!

if (x > amountOfMilk) println("Error, can't pour that much milk")

else amountOfMilk -= x

}

}

object Program extends App {

val carton = new MilkCarton(amountOfMilk = 10)

carton.pourMilk(20) // Should print "Error, can't pour that much milk"

}

How can we test this logic in the *pourMilk* method? It's actually pretty difficult to test that something is being printed to the terminal. And I'm not sure that printing to the terminal is actually the important logic we want to test. We actually want to make sure that some kind of alert is being generated if we try to pour too much milk. For now the alert is represented as a message being printed. But in the spirit of making things easy to change, it could be that we'd want the alert to be represented by an email being sent to someone, or something being logged in a database somewhere. We'd like to be able to change this end functionality without having to change the test of the core alerting logic. Let me express this in a test:

import org.scalatest.\_

class MilkCartonSpec extends FlatSpec with Matchers {

"Trying to pour more milk than is available" should "result in an alert being triggered" in {

val carton = new MilkCarton(10)

carton.pourMilk(20)

// How do we test the alert has been triggered here?

}

}

I'm going to show you two ways of testing this, both involving a similar trick with slight of hand. Firstly I'm going to wrap the *println* call inside a method in another class, which I'll call *ConsolePrinter*. It does what it says on the tin!

class ConsolePrinter {

def alert() = println("Error, can't pour that much milk")

}

Now we'll change our *MilkCarton* class to use our new *ConsolePrinter*. We're going to go through several steps to get to the final result, in order to demonstrate how things work, but once you've got the hang of it you can jump straight to using the whole pattern.

class MilkCarton(var amountOfMilk: Int) {

val alerter = new ConsolePrinter

def pourMilk(x: Int) = {

if (x > amountOfMilk) alerter.alert()

else amountOfMilk -= x

}

}

You're probably thinking, "how does that help?" It doesn't seem to make it any easier to test, and it's just made our code more complicated. Well, it's time for our next step. What I'm really interested in testing is that the *ConsolePrinter*'s *alert* method has been called at the appropriate time. I don't really care what the *alert* method is doing. It could be printing to the console, or having a sword fight with another method. Whatever!

So here's the first part of the trick. We're going to add an attribute to the *ConsolePrinter* that will tell us whether the alert method has been called or not.

class ConsolePrinter {

var alertHasBeenCalled = false

def alert() = {

println("Error, can't pour that much milk")

alertHasBeenCalled = true

}

}

You might see where this is going. If you're feeling up to it, stop reading now and have a go at updating the test.

Go on, have a go.

No peeking!

Ok? Well this is how I would do it.

"Trying to pour more milk than is available" should "result in an alert being triggered" in {

val carton = new MilkCarton(10)

// Optionally make sure that the alert hasn't been called to start with

carton.alerter.alertHasBeenCalled shouldBe false

carton.pourMilk(20)

carton.alerter.alertHasBeenCalled shouldBe true

}

Great! Got a passing test? That must be it then!

Well, not quite. We've still got some work to do. It's generally considered bad practice to add extraneous code to your classes just to be able to test them. We want lean and focused classes. So, using this *alertHasBeenCalled* variable seems to be a good idea, but we don't want it in our *ConsolePrinter*. Here's the next part of the trick. We're going to create a **testing stub** to use instead of the *ConsolePrinter*, just for use in our tests. It could look like this:

class ConsolePrinterStub {

var alertHasBeenCalled = false

def alert() = alertHasBeenCalled = true

}

and our *ConsolePrinter* will go back to

class ConsolePrinter {

def alert() = println("Error, can't pour that much milk")

}

We don't care about testing the method implementation, so the stub ignores the *println*, and just sets the *alertHasBeenCalled* variable to *true*. Now the final part of the trick is to use the stub in the test instead of the actual *ConsolePrinter*.

It probably doesn't leap out at you how to do this. I mean, we're creating an instance of the *ConsolePrinter* directly inside our *MilkCarton* class:

class MilkCarton(var amountOfMilk: Int) {

val alerter = new ConsolePrinter

// Omitted code

}

How can we get the *alerter* to be a *ConsolePrinterStub* instead? In fact, we've already learnt the tools we need to do this. We're going to use a combination of **trait** and **constructor parameters** to decide whether we want a *ConsolePrinter* or a *ConsolePrinterStub* at the point we create the *MilkCarton* object.

First let's create a trait representing objects that have an *alert* method.

trait Alerter {

def alert()

}

Now make both our actual printer and the stub extend this trait:

class ConsolePrinter extends Alerter {

// Omitted code

}

class ConsolePrinterStub extends Alerter {

// Omitted code

}

Add a constructor parameter of type *Alerter* to the *MilkCarton* class:

class MilkCarton(var amountOfMilk: Int, alerter: Alerter) {

def pourMilk(x: Int) = {

if (x > amountOfMilk) alerter.alert()

else amountOfMilk -= x

}

}

In our *Program* object, pass a *ConsolePrinter* into the *MilkCarton* when it's newed up:

object Program extends App {

val carton = new MilkCarton(amountOfMilk = 10, alerter = new ConsolePrinter)

carton.pourMilk(20) // Should print out "Error, can't pour that much milk

}

And pass the stub into the *MilkCarton* in the test:

"Trying to pour more milk than is available" should "result in an alert being triggered" in {

// We need to have a variable to keep reference to the stub, so we can refer to it later

val alerter = new ConsolePrinterStub

val carton = new MilkCarton(amountOfMilk = 10, alerter)

// Optionally make sure that the alert hasn't been called to start with

alerter.alertHasBeenCalled shouldBe false

carton.pourMilk(20)

alerter.alertHasBeenCalled shouldBe true

}

Hooray, everything's wired up. Take your time to look through that again, and make sure you understand how it works. This pattern of passing in, or injecting, dependencies into classes is called **dependency injection**, and is a really useful way to make sure that your code is well structured, well tested, and easy to change.

In terms of being easy to change, let's say I want to use a different dependency to do the alerting, perhaps to send an email instead of printing to the console. As long as that class has an *alert* method and extends the *Alerter* trait, all we have to do is pass in a new instance of this class to the *MilkCarton* instead, and we don't have to change any of the code in our class.

class EmailSender extends Alerter {

def alert() = // Some code to send an email

}

object Program extends App {

val carton = new MilkCarton(amountOfMilk = 10, alerter = new EmailSender)

carton.pourMilk(20) // Should send an email

}

Nice!

A common real world use case for dependency injection is using a dependency to save data. When you start writing an application, you want to get something working as quickly as possible to get early feedback on it. So you might decide it's quickest just to save things to memory. But then you start getting real users, and just saving things to memory isn't good enough, as everything will be lost when the application is restarted. So you decide to switch out your dependency that saves to memory with a dependency that saves to the file system. Then your application starts getting really successful, and you want to do analytics on the data that's been saved. Storing your data in files isn't ideal for doing analytics, so you swap out your file system saver dependency with a database saver dependency. And all this time you don't have to change the core code of your application. You're just injecting different dependencies.

Mocking dependencies

We've seen how to substitute our dependencies with stubs for testing purposes. I said earlier that I'd show you two ways of testing the alerting functionality in the *MilkCarton* class. The alternative to creating stubs is to use a **mocking framework**. This is quite similar, in that it relies on using dependency injection, but you don't have to create special versions of your dependencies just for testing. We're going to rework the *MilkCarton* example to illustrate using mocks.

We need to install the Mockito framework in our project in order to be able to use mocks. Add the following line at the bottom of your `build.sbt` file:

libraryDependencies += "org.mockito" % "mockito-core" % "2.15.0"

IntelliJ should now download Mockito for you. If it doesn't seem to recognise Mockito as you follow along with the example code, you might not have turned on auto imports. If so, go to the **terminal** tab at the bottom of IntelliJ and run `*sbt update*`.

We're going to go back to the *MilkCartonSpec* file and add another test. We need to make Mockito available within our file, which means importing it into the file. Add the imports at the top of the file, like so:

import org.scalatest.\_

import org.mockito.Mockito.\_

import org.scalatest.mockito.MockitoSugar

We're also going to have our *MilkCartonSpec* class extend another trait, which will allow us to use the Mockito syntax in our tests:

class MilkCartonSpec extends FlatSpec with Matchers with MockitoSugar {

}

So for reference, our test file should now look like this:

import org.scalatest.\_

import org.mockito.Mockito.\_

import org.scalatest.mockito.MockitoSugar

class MilkCartonSpec extends FlatSpec with Matchers with MockitoSugar {

"Trying to pour more milk than is available" should "result in an alert being triggered" in {

// We need to have a variable to keep reference to the stub, so we can refer to it later

val alerter = new ConsolePrinterStub

val carton = new MilkCarton(amountOfMilk = 10, alerter)

// Optionally make sure that the alert hasn't been called to start with

alerter.alertHasBeenCalled shouldBe false

carton.pourMilk(20)

alerter.alertHasBeenCalled shouldBe true

}

}

Add another test below. It's going to be testing the same thing as the existing test, but two tests can't share the same name within a class, so we'll have to call it something different. I'm going to call mine,

"Using a mock" should "work" in {

// To do

}

Don't worry too much about remembering the syntax for mocking. This is just to show you the principals behind it. A quick Internet search for "Scalatest mocks" will point you to lots more information if you want to dig deeper. The syntax for creating a mock is the word **mock** followed by the name of the class or trait you want to mock inside square brackets. In our example, we want to create a mock of the *Alerter* trait, so the syntax is *mock[Alerter]*.

We need to assign the mock to a value, so that we can refer to it later. Let's start by adding the mock to our test:

"Using a mock" should "work" in {

val mockAlerter = mock[Alerter]

// To do

}

By the way, don't give your *val* the name “mock”, as it won't work, and it won't be obvious why it isn't working. An easy way to consistently name your mocks is to prepend the word “mock” to the name of the thing you're mocking.

Now we've got an object that is a mock of the *Alerter*. We can use this just like any object that extends *Alerter*. For instance, we can pass it into methods or constructors that expect an *Alerter* parameter, and we can call any of the methods defined in the *Alerter* trait on it. Let's try calling *alert()* on our mock:

"Using a mock" should "work" in {

val mockAlerter = mock[Alerter]

mockAlerter.alert()

// To do

}

You might think this would cause a problem, as there's no method body defined for our *alert* method. But the mocking framework is kind of automatically creating a stub for you. You can imagine that behind the scenes the mock is holding some state about whether the method has been called or not, and when you call the method it updates the state. The way to verify whether a method has been called on a mock is to pass the mock into Mockito's *verify* method, then call the method you want to verify. It's easier to demonstrate this than to describe it:

"Using a mock" should "work" in {

val mockAlerter = mock[Alerter]

mockAlerter.alert()

verify(mockAlerter).alert()

}

So what this test is doing is creating a mock of the *Alerter*, calling the *alert* method on the mock, then verifying that the *alert* method was called. If you swap the last two lines the test should fail, because you'd be trying to verify that the method has been called before it was actually called.

We're almost there. Let's just add in our *MilkCarton* to the test:

"Using a mock" should "work" in {

val mockAlerter = mock[Alerter]

val carton = new MilkCarton(amountOfMilk = 10, alerter = mockAlerter)

carton.pourMilk(20)

verify(mockAlerter).alert()

}

Mockito has lots of cool features to help you simulate your dependencies and test how they are being used. When your dependency has got complex behaviour you might have to end up writing an even more complicated stub to test it, whereas mocking can be a lot more flexible. A couple of features you might find interesting are counting the number of times a method has been called on a mock,

"Using a mock" should "work" in {

val mockAlerter = mock[Alerter]

val carton = new MilkCarton(amountOfMilk = 10, alerter = mockAlerter)

verify(mockAlerter, times(0)).alert // Make sure alert hasn't been called yet

carton.pourMilk(20)

verify(mockAlerter, times(1)).alert() // Alert should have been called once

carton.pourMilk(20)

verify(mockAlerter, times(2)).alert() // Alert should have been called twice

}

and being able to specify the behaviour you expect from your mock. As a completely contrived example, let's say we want to test a method that takes a random number generator dependency. If the dependency generates a number below 10, then our method returns the random number times 2. If it generates a number over 10, then it returns the number divided by 2. So our random number generator trait would look like this:

trait RandomNumberGenerator {

def getNumber(): Int

}

And our method will look like this:

object Contrived {

def doSomeFunkyMaths(rng: RandomNumberGenerator) = {

val randomNumber = rng.getNumber()

if (randomNumber < 10) randomNumber \* 2

else randomNumber / 2

}

}

Now I want to write the following tests:

import org.scalatest.\_

import org.mockito.Mockito.\_

import org.scalatest.mockito.MockitoSugar

class ContrivedSpec extends FlatSpec with Matchers with MockitoSugar {

"DoSomeFunkyMaths" should "return double a random number that is less than 10" in {

// To do

}

"DoSomeFunkyMaths" should "return half a random number that is more than 10" in {

// To do

}

}

We can't use a real random number generator, as we have no way of finding the value it is giving to the method, so we can't test whether our method is doubling it or halving it correctly. We need to test with a dependency where we can control the number that is being generated. Mockito gives us a nice way of doing this, by specifying what behaviour we want a method to have.

"DoSomeFunkyMaths" should "return double a random number that is less than 10" in {

val mockRNG = mock[RandomNumberGenerator]

// Specify that the mock RNG should return 2 when the getNumber method is called

when(mockRNG.getNumber).thenReturn(2)

Contrived.doSomeFunkyMaths(mockRNG) shouldBe 4

}

"DoSomeFunkyMaths" should "return half a random number that is more than 10" in {

val mockRNG = mock[RandomNumberGenerator]

// Specify that the mock RNG should return 40 when the getNumber method is called

when(mockRNG.getNumber).thenReturn(40)

Contrived.doSomeFunkyMaths(mockRNG) shouldBe 20

}

Summary

Well done! Those were a tough couple of chapters. I know some of these concepts can be a bit mind bending, but if you can basically understand the idea of what's going on here, all it needs is practice for it to become second nature. Testing with stubs and mocks could fill up its own book, so we've really only scratched the surface here, but you've now got a good grounding in the fundamentals. Many people who write code for a living don't know these techniques for writing clear and well tested code, so if you're following along give yourself a big pat on the back!

Lists and Arrays

In this chapter we're going to have our first look at a *data structure*. Data structures allow us to... well... structure related bits of data in useful ways. There are loads of common data structures, including: arrays; singly-linked lists; doubly-linked lists; sets; maps; queues; stacks; heaps; graphs etc etc. They structure collections of data in different ways, for different use cases.

For instance, a **queue** is a *first-in-first-out* data structure. You can think of it like a pipe into which you can push a series of objects. Then you can get objects back out of the pipe in the order in which you put them in. Some of these examples I'm going to write in pseudocode, which just means it looks like code, but won't actually run. It's used in books like this to illustrate concepts without getting bogged down in the details. In pseudocode, a queue would look something like this:

queue.push("a")

queue.push("b")

queue.push("c")

// queue now contains ("a", "b", "c")

val first = queue.getElement()

// first = "a", queue now contains ("b", "c")

val second = queue.getElement()

// second = "b", queue now contains ("c")

val third = queue.getElement()

// third = "c", queue is now empty

Whereas a **stack** is a *last-in-first-out* data structure. You can think of it like a stack you might make out of books. You can put new books on the top of the stack, and when you take a book from the stack you have to take it from the top. As a comparison with the queue, it would look like this:

stack.push("a")

stack.push("b")

stack.push("c")

// stack now contains ("a", "b", "c")

val first = stack.getElement()

// first = "c", stack now contains ("a", "b")

val second = stack.getElement()

// second = "b", stack now contains ("a")

val third = stack.getElement()

// third = "a", stack is now empty

To really get a good feel for data structures, it's useful to have an understanding of how programs actually store and access data. I'm going to use an analogy, in which we're going to pretend that our program is running inside a telephone exchange, and there are a hundred houses representing our computer memory. The houses each have a telephone number, number 1 being the first house, and number 100 being the last. Our program can ask the exchange to call up any house and ask it to either store some data or tell the program what data is currently stored in it.

*Disclaimer: computers don't contain tiny houses and telephone exchanges. This is deliberately simplified!*

What data can these houses store? They could be simple bits of data like strings and integers, or they could be more complex objects like milk cartons and monsters.

We can now see what's actually happening when we assign data to a variable. Let's step through what happens in this assignment:

val x = "Hello World!"

The program asks the telephone exchange for a house that's not currently being used. The exchange has a little book where it keeps track of which houses have data, and which don't. Let's say House 5 is currently empty. So the exchange tells the program, "you can use House 5".

"Great!", says the program. "Please could you phone up House 5 and tell it to store the string 'Hello World'".

"No problemo!", says the exchange. And so house 5 ends up storing our string.

The program has its own little book, where it keeps track of which houses are storing the values for each of its variables. So it updates its book to record that the value for variable `x` is stored in house 5.

Now the program comes across the following line of code:

println(x)

"Hmm", it says, scratching its chin. "Now where did I put the value for variable `x`?" It looks it up in the book, and sees that it's in House 5. So it asks the exchange to get the value from House 5.

"Yo!", says the exchange to House 5. "What data you got?"

"I'm holding onto the string 'Hello World', like you told me to", says House 5

"Coolio, I'll just pass that along to the program", says the exchange.

"Thanks guys," says the program. Now I can print out "Hello World!"

And there you go. That's just how computer memory works!

Just to prove that I'm not making this up, let's write a little program. We'll need a class. It doesn't really matter what it is. You can use a `MilkCarton`, a `Monster` or write a new one. It doesn't need to have any attributes or methods. We're just going to use it to create some object instances of it. Assuming you've got something like:

class Monster {

}

create the main part of your program like so:

object Program extends App {

println(new Monster)

println(new Monster)

}

Run the program, and you should see something like the following in the terminal, although the random letters and numbers at the end will be different for you:

Monster@7dc7cbad

Monster@d2cc05a

Looks a bit strange doesn't it? Those weird letters and numbers are actually the phone numbers of the houses where the objects are stored. Or more accurately, they are the memory addresses of the memory registers where the objects are stored. Because we've created two different `Monster` objects, they have to be stored in two different locations in memory.

If you're interested, those addresses are printed in *hexadecimal*. How computers work in binary, and different binary notations, are really very interesting, but not core to this book. There is also plenty of great material for free online about this subject, so if you're so inclined I'd encourage you to do some reading about binary and hexadecimal at some point.

We've seen that the *println* method definition in the *Predef* object is:

def println(x: Any): Unit

So you can pass anything into it to be printed to the terminal. But what does it mean to print out a *Monster* object, or a *MilkCarton*? The writers of the *println* method decided that the most sensible thing was to have a default implementation that just prints out the type of the object, followed by an *@,* then the object's memory address.

This isn't really very useful, and not what you'd normally want, so they've provide a way to override this default. When *println* receives an object, it first looks to see whether that object has a method called *toString* defined on it. The method has to return a string, and that is what will be printed out. If the method isn't present, then the default is used. So we could get our *Monster* to print out something more useful like so:

class Monster {

override def toString() = "I'm a Monster!"

}

Run the program again, and you'll get the following output:

I'm a Monster!

I'm a Monster!

And to make it even more useful, let's change it so we can distinguish between the two objects:

class Monster(name: String) {

override def toString() = s"I'm a Monster called $name!"

}

Change your program to pass in different names to your *Monster*s in the constructor parameters, and run the program again.

That little exercise was an illustration of memory addresses, but now let's get back to data structures. We now know enough to be able to talk about two of the most basic, but also most commonly used data structures: arrays and lists.

Arrays

An array is a sequence of memory addresses that are next to each other. Using our houses analogy, if we wanted an array that can hold 5 objects of pieces of data we'd ask the exchange to find a block of 5 empty houses with sequential numbers. It might find that houses 11, 12, 13, 14 and 15 are empty, so it sets them aside for our array, and it returns the number of the first house in the array: 11.

Now the program just needs to store a single variable referencing the start of the array, rather than having to have a variable for every element in the array. You can see how this would be useful when you start having hundreds or thousands of elements in the array. It can then very quickly access any element of the array by asking the exchange to do some simple maths.

Say it wants the first element, it will ask the exchange for the number of the first element (11). If it wants the second element, it will ask the exchange to add 1 to the number of the first element (11 + 1 = 12). If it wants the fifth element, it will ask the exchange to add 4 to the number of the first element (11 + 4 = 15).

The number it asks to add on to the number of the first element is called the **index** of the array. Arrays are zero-indexed data structures, because to get the first element of the array you ask to add 0 to the number of the first element.

Let's do an example, modelling a shopping list with an array. The syntax for creating a new array is *new Array* followed by the data type that the array will contain within square brackets, followed by the size of the array within parentheses. I know I want to buy 5 items, so I'm going to have an array with 5 elements, each holding a string describing the items:

val shoppingList = new Array[String](5)

Now I want to add a string to each element of the array. We reference individual elements in the array by specifying the index of the element in parentheses after the name of the array. So we can assign a string to the first element in the array (i.e. at index 0) like this:

shoppingList(0) = "Apples"

And we can retrieve the value of the element like this:

val x = shoppingList(0)

println(x) // Prints "Apples"

// Or without having to use an extra variable to hold the data

println(shoppingList(0)) // Prints "Apples"

Let's write a little program to fill out all five elements of our shopping list, then print out the middle element:

object Program extends App {

val shoppingList = new Array[String](5)

shoppingList(0) = "Apples"

shoppingList(1) = "Toothpaste"

shoppingList(2) = "Potatoes"

shoppingList(3) = "Newspaper"

shoppingList(4) = "Bread"

println(shoppingList(2)) // Prints "Potatoes"

}

A useful feature of arrays is that it's easy to change the data in specific elements. Let's say we don't want potatoes after all, but want to swap them for Easter eggs. We can just assign a new string to the third element of the array:

object Program extends App {

// You can use this syntax for creating an Array and populating its elements at the same time

val shoppingList = Array[String]("Apples", "Toothpaste", "Potatoes", "Newspaper", "Bread")

println(shoppingList(2)) // Prints "Potatoes"

shoppingList(2) = "Easter eggs"

println(shoppingList(2)) // Prints "Easter eggs"

}

Adding, retrieving and changing data in arrays is really quick. Because the elements are all in a continuous block of memory, given the address of the first element in the array and the index of the element it's really simple for the program to add them together to find out the address of the element, and then can access that element directly. Our example of setting the third element to "Easter eggs" would involve the following steps:

> 1. Get address of the first element in the shoppingList array (say address 25)

> 2. Add index of 2 to this address to get the address of the third element (27)

> 3. Set data at memory address 27 to "Easter eggs"

That's only 3 steps. But how good would an array be for adding new elements somewhere in the middle. So instead of swapping potatoes for Easter eggs, I want to add Easter eggs. And I'm going to say that the array is in priority order, so if I don't have time to buy all the items I know that the most important ones are at the beginning of the list. And I *really* love Easter eggs, so much so that they come under apples in importance to me.

In order to add Easter eggs between apples and toothpaste, the program first has to make sure that there is enough space in the array to take another element. If our array is already full, the computer will need to find another block of contiguous memory addresses that has space for six elements, and copy across the existing five elements first. It then needs to 'make space' for the new element at index 1 by shifting down all the following elements one at a time:

> 1. Get value from index 4 (Bread)

> 2. Put Bread in index 5

> 3. Get value from index 3 (Newspaper)

> 4. Put Newspaper in index 4

> 5. Get value from index 2 (Potatoes)

> 6. Put Potatoes in index 3

> 7. Get value from index 1 (Toothpaste)

> 8. Put toothpaste in index 2

> 9. Finally got space in index 1, so put Easter eggs in index 1

And it's even worse than it looks. For each of these 9 steps, it has to do the 3 steps described above to actually get or set the data in each element. So that's 27 steps to add an extra element at index 1. Phew!

Now I'm going to describe another data structure that also holds sequences of data, and lets you reference individual elements by index, but which would only take 3 steps to add an element at index 1.

Lists

On the surface a list seems very similar to an array, and let's you do many of the same things with sequences of data. But the implementation of a list is very different, which gives it different performance characteristics to an array. Whereas an array needs to find a contiguous block of memory addresses to hold its elements, a list can store them all over the place.

Using our houses analogy, the first element of the list could be in House 4, the second in House 10, the third in House 2 etc. So if the list elements are spread out all over the place, how does the program know the addresses for the elements? In a similar way to an array, the program just needs to keep track of the address of the first element in the list. That's because each element in the list contains not only the data we want it to hold, but also the memory address of the next element.

In pseudocode, we could write out the implementation of a list using two classes, like this:

class ListElement {

val data = ???

val addressOfNextElement = ???

}

class List {

val addressOfFirstElement = ???

}

Now if we want to get access to the third element in the list, the computer can take the following steps:

> 1. Get the address of the first element from the List

> 2. Get the ListElement at that address (1st element)

> 3. Get the address of the next element from the ListElement

> 4. Get the ListElement at the next address (2nd element)

> 5. Get the address of the next element from the ListElement

> 6. Get the ListElement at the next address (3rd element)

> 7. Do whatever we want to do with the data in the 3rd ListElement

Whoa, that's a lot more steps to access an element than with an array. That's right, an array can consistently access any element in it in three steps, whereas the number of steps increases with increasing element index for a list. This is an example of a trade off, where some data structures can have worse performance than others for certain things, but then be better than them for other things. Let's show you the benefit lists have over arrays when inserting new elements.

Say we've got our shopping list of five items in a list rather than an array, and we want to add Easter eggs between apples and toothpaste. The steps would be like this:

> 1. Get the address of the first element from the List

> 2. Get the apples ListElement at that address

> 3. Create a new ListElement, with data = "Easter eggs", and set its addressOfNextElement to the address of the toothpaste ListElement (the addressOfNextElement from the apples ListElement we got in step 2). Apples and toothpaste will now both be pointing to Easter Eggs as their next element

> 4. Save the Easter eggs ListElement to memory, and take a note of its address

> 5. Set the apples ListElement to point to the Easter eggs ListElement (now apples will be pointing to Easter eggs, which will be pointing to toothpaste)

That was 5 steps for a list, versus 27 for an array. There's a lot more subtlety in the differences between arrays and lists, so deciding which one to choose for a particular use case can be a bit of an art. However, at this stage in your programming journey it's probably enough just to have an understanding that differences exist. Unless you're writing programs to crunch through massive amounts of data, you're unlikely to notice any difference in the performance of your programs.

Let's write our shopping list using a List instead:

object Program extends App {

val shoppingList = List[String]("Apples", "Toothpaste", "Potatoes", "Newspaper", "Bread")

println(shoppingList(3)) // Prints Newspaper

}

The syntax is pretty similar to Arrays, but note that you don't use the *new* keyword, and instead of passing in an integer to specify the size of the Array, we pass in all the elements of the List. To retrieve an element at a specific index, the syntax is the same as with an Array. There's a very important difference to note though: Arrays are mutable and Lists are immutable. That might sound a bit funny, as we used the word *val* to declare each of our shopping lists:

val shoppingListArray = new Array[String](5)

val shoppingListList = List[String](...)

Doesn't that mean they're both immutable? In actual fact what we're saying is that the *variables* *shoppingListArray* and *shoppingListList* are immutable. We're not saying anything about the mutability of the actual Array or List themselves. Let me demonstrate with a quick example:

val immutable = new List[Integer](1, 2)

immutable = new List[Integer](3, 4) // Won't work. We can't reassign something to a var

var mutable = new List[Integer](1, 2)

mutable = new List[Integer](3, 4) // This is fine. mutable is now a List containing (3, 4)

Ok, that showed how the *val* and *var* keywords applied to the mutability of the variables. Now let's see the difference in mutability between Arrays and Lists:

val array = new Array[Integer](2) \\ Using a val, so variable array is immutable

// Elements in the array are mutable. We're able to change them, like this:

array(0) = 1

array(0) = 2

// But we can't assign a new Array to the array variable

array = new[Array](3) // Won't work

var list = List[Int](1, 2) // Using a var, so variable list is mutable

// The list itself is immutable, so we can't change it

list(0) = 3 // Won't work

// But we can assign a new List to the list variable

list = List[Int](3, 4)

If you think about it, it makes sense. An Array is just a sequence of memory address. Once the Array has been created, those addresses don't change. So the addresses are immutable. But the program can access and change the data held in those memory addresses, so the data is mutable.

A List is more than a sequence of addresses. It is modelled as Scala classes (like our *List* and *ListElement*). The designers of Scala made the decision that the attributes of these classes should be *val*s, so once a *ListElement* is created we can't change its data or the address of the next element. This may seem restrictive, but it's actually a good choice for the language.

There are many benefits to keeping things immutable, and purely functional programs don't have mutability at all. However, different languages work differently, and if you pick up another language like Java you'll find that its Lists are mutable.

This makes for a bit of a conundrum. I said that one of the benefits of Lists was being able to insert new elements within them. And they won't be that useful if you can't potatoes to Easter eggs. But how can we do this if you're not allowed to alter the List?

The answer is to take your List and use it to make a new one. There are some really simple ways to do this, which we'll come to soon, but I'm actually going to show you a *hard* way first. No, it's not because I'm sadistic! It's because you'll learn about a really important and fundamental way of dealing with immutable data structures.

Recursion

The problem we're trying to solve is one of *iteration*, also called *loops*, or just *doing something repetitively*. Let's start with a really simple example. Say we want to print out "Hello World!" twice. We'd probably just write:

object Program extends App {

println("Hello World!")

println("Hello World!")

}

Seems ok. But what if we wanted to print it out a hundred times? Or a thousand? We definitely don't want to copy and paste that a thousand times! We're going to use a recursive method to get this working in less than 10 lines of code. The first thing to realise is that you can call methods from within other methods.

object Program extends App {

def printName(name: String) = printHello(name) // Calling printHello method from within printName

def printHello(x: String) = println(s"Hello $x")

printName("Ian")

}

The trick with a recursive method is that it calls *itself*. And because there's a call to itself within its body, every time it calls itself it calls itself again. And again and again in a loop. The other thing most recursive methods have is a way of knowing when to stop, otherwise they'll just keep looping forever. I know it can be a bit difficult to get your head round this, and see if you can make sense of it before reading the description below.

object Program extends App {

// You need to specify the return type for recursive methods.

// Here the method doesn't return anything, so we specify a return type of Unit

def loop(counter: Int): Unit = {

if (counter > 0) {

println("Hello World!")

loop(counter - 1)

}

}

loop(1000)

}

I find it easiest to understand methods like this by walking through the steps it takes in my head. To start with, we've got a method called *loop* that takes an integer as a method parameter. We've called the parameter *counter*, but it doesn't matter what it's called. The last line of the program is where we start everything off by actually calling our method. I don't want to step through 1000 loops in my head, so lets try and work out what happens if we call *loop(2)* instead.

> 1. The parameter *counter* is assigned the value 2

> 2. The if statement checks whether *counter* is greater than 0. 2 is greater than 0, so the body of the if statement is executed

> 3. We print out "Hello World!"

> 4. The method calls itself, passing in a value of *counter* minus 1. 2 minus 1 is 1, so it's calling *loop(1)*

> 5. The *loop* method is called passing in a value of 1, which is assigned to the *counter* parameter

> 6. 1 is greater than 0, so the body of the if statement executes

> 7. We print out "Hello World!"

> 8. The method calls itself passing in a value of 0

> 9. The method is called with a value of 0, which is assigned to the *counter* parameter

> 10. 0 is not greater than 0, so the body of the if statement is not executed

> 11. There's no more code in the method body, so the method finishes

Hopefully that makes sense. If not, go back and walk it through in your mind a few times. The two crucial things to remember about recursive methods are:

> 1. They call themselves

> 2. They have some condition that tells them whether to call themselves again or to stop

If you've got that, great! It's definitely not a beginner's concept, so well done!

We're going to use recursion to do some stuff with Lists now. They are great for doing something with the first element of the List, then calling themselves to do the same thing with the second element, then calling themselves for the third element, etc. And we can tell them to stop when they get to the end of the List. The first things we're going to do is to take a List of integers, and use recursion to add up all the elements of the List.

Don't feel that you need to remember all the syntax for working for data structures. If you forget whether it's *new List()*, *List()[String]* or whatever, it's very easy to look it up. It's more important to understand the concepts.

We're going to use some of the attributes built into Lists to help us. The first element of the List is represented by the **head** attribute, and the rest of the List is represented by the **tail** attribute. The following example will demonstrate this:

object Program extends App {

val wholeList = List[Int](1, 2, 3)

val listHead = wholeList.head

val listTail = wholeList.tail

println(wholeList) // Prints List(1, 2, 3)

println(listHead) // Prints 1

println(listTail) // Prints List(2, 3)

}

And we can use the *Boolean* attributes *isEmpty* and *nonEmpty* to check whether the List is empty or not, like so:

val emptyList = List[Int]()

println(emptyList.isEmpty) // Prints true

println(emptyList.nonEmpty) // Prints false

val listWithElements = List[Int](1)

println(listWithElements.isEmpty) // Prints false

println(listWithElements.nonEmpty) // Prints true

So now we've got all the tools we need to add up the elements of a List, using recursion to iterate through the elements, *head* and *tail* to deconstruct the List, and *isEmpty* or *nonEmpty* to create the condition in which the recursion ends.

We haven't written a test in this chapter yet, so let's take a test-driven approach to this. I'm going to create an object called *ListOps* in which we can put methods to operate on Lists, so go ahead and create a *ListOps* object and a *ListOpsSpec* test class. Our first test will look like this:

class ListOpsSpec extends FlatSpec with Matchers {

"sumList" should "return the sum of the elements in a List" in {

val list = List[Int](1, 2, 3)

ListOps.sumList(list) shouldBe 6

}

}

object ListOps {

def sumList(list: List[Int], total: Int = 0): Int = {

if (list.nonEmpty) {

val firstElement = list.head

val restOfList = list.tail

val newTotal = total + firstElement

sumList(tail, newTotal)

}

else {

total

}

}

}

Try stepping through this code in your head to understand what's going on. There's nothing new here that you haven't covered already. When you're ready we'll go through it together.

> 1. We're calling *sumList* with a single parameter - a List containing (1, 2, 3). This gets assigned to the *list* parameter

> 2. Because we're not passing in a second parameter, the *total* parameter takes the default value of 0

> 3. We check that the List is not empty. It isn't, so the body of the if statement gets executed

> 4. We deconstruct the List into two variables. *firstElement* is assigned the value 1, which is the head of the list. *restOfList* is assigned the tail of the List, which is a new List containing the elements (2, 3)

> 5. We add the first element to our running total, so *newTotal* is assigned the value 0 + 1

> 6. We call *sumList*, passing in the tail of the List and the *newTotal*. It's the equivalent of calling *sumList(List[Int](2, 3), 1)*

> 7. The List containing (2, 3) is assigned to the *list* parameter, and the value 1 is assigned to the *total* parameter

> 8. *list* isn't empty, so we go into the body of the if statement

> 9. We deconstruct the *list*. *firstElement* is assigned the value 2, *restOfList* is assigned a new List containing a single element (3), and *newTotal* is assigned 1 + 2 = 3

> 10. We call *sumList* again

> 11. *list* is assigned the List containing a single element (3), and *total* is assigned the value 3

> 12. *list* isn't empty, so *firstElement* is assigned the value 3, *restOfList* is assigned a new List with no elements, *newTotal* is assigned 3 + 3 = 6, and we call the method again

> 13. *list* is now empty, so *list.nonEmpty* is false. We don't execute the body of the if statement, but go to the else branch instead

> 14. The else branch just returns the value of the *total* parameter, which is 6

There's quite a lot going on there, but if you go through it line by line hopefully it makes some sense. I wrote it in quite a verbose way to make it easier to understand, but if you like you can do it in fewer lines of code by getting rid of the variable assignments within the if statement body:

def sumList(list: List[Int], total: Int = 0): Int = {

if (list.nonEmpty) sum(list.tail, total + list.head)

else total

}

Use whichever you prefer, but as you get used to it you'll probably end up using the more compact version.

See if you can write another recursive method to multiple the elements of a List. In other words, write a recursive method to make this test pass:

"multiplyList" should "return the multiple of the elements of a List" in {

val list = List[Int](1, 2, 3, 4)

ListOps.multiplyList(list) shouldBe 24

}

If you run into problems with it not giving you the right answer, you might find it helpful to print out the values of variables as it iterates by using *println*. For instance, putting a call to *println(total)* in the method will print out the running total each time the method is called, and will help you to check if it's behaving as you expect.

If you need a hint, don't assign a default value of 0 to the *total* parameter. Anything multiplied by 0 is 0.

Let's finish the chapter by implementing the same thing for Arrays. Unlike Lists, Arrays don't have *head* and *tail* attributes. We can only access the elements of Arrays by referring to them by index. So we're going to have to take a different approach. Start by creating an *ArrayOps* object and an *ArrayOpsSpec* test class. The tests will be pretty much the same as the tests we wrote for the *ListOps*, but let’s start with multiplication this time:

class ArrayOpsSpec extends FlatSpec with Matchers {

"multiplyArray" should "return the multiple of the elements of an Array" in {

val array = Array[Int](1, 2, 3, 4) // Using syntax to populate an Array on creation

ArrayOps.multiplyArray(array) shouldBe 24

}

}

You need to know one final thing before you can solve this. Arrays have an attribute called *length* which tells you how many elements they have.

val x = Array[Int](1, 2, 3, 4)

println(x.length) // Prints 4

// Arrays are zero indexed - the first element has index 0.

// So the last element has index of length - 1.

println(x(0)) // Prints 1

println(x(x.length - 1)) // Prints 4

// If you try to access an index that is outside the Array, you'll get an error

println(x(-1)) // Index too low, won't work

println(x(x.length)) // Index too high, won't work

If you feel up to it, try writing the implementation before reading on.

Remember, you can't deconstruct the Array into a head and a tail, so you'll need another way to iteratively access the next element of the Array each time you call the recursive method.

You've seen how we can pass in a running total as a method parameter. How about passing in a parameter representing the index of the element we want to access as well?

My solution looks like this:

object ArrayOps {

def multiplyArray(array: Array[Int], total: Int = 1, index: Int = 0): Int = {

if (index < array.length) multiplyArray(array, total + array(index), index + 1)

else total

}

}

Finish up by writing a test and implementation for *ArrayOps.sumArray*, then we're done. Awesome job!

Functions

So far we've been defining behaviour as methods on objects, using the *def* keyword. They may or may not take method parameters, and they may or may not return things. And all we can do with them is call them. Here are a few examples of what we've learnt about methods:

class SomeMethods {

// Return type is Unit, meaning it doesn't return anything to the caller

def sayHello(): Unit = println("Hello")

// Takes one parameter of type Int, and returns an Int to the caller

def timesTwo(x: Int): Int = x \* 2

// Takes two parameters of type Int, and returns an Int to the caller

def add(x: Int, y: Int): Int = x + y

// Calling a method on another object

// Note the syntax [object][period][method]

def pourMilkFrom(carton: MilkCarton, amount: Int): Unit = carton.pourMilk(amount)

// Calling another method within the same class

// Note you don't specify the class name or put a period, just call the 'add' method directly

def addThenTimesTwo(x: Int, y: Int): Int = {

val added = add(x, y)

timesTwo(added)

}

}

That's all well and lovely, but it would be really useful to be able to treat methods like variables. This would allow us, for instance, to pass methods into other methods as parameters, or have methods return other methods. I'm going to show you some really cool examples of this later in the chapter, but as a simple and slightly pointless example let's say that we want to have a *calculate* method that will take a number and another method describing the calculation as parameters. What I'm trying to do is something like this:

object WontWork {

def timesTwo(x: Int): Int = x \* 2

def square(x: Int): Int = x \* x

def calculate(number: Int, calculation: ???): Int = calculation(number)

}

class WontWorkSpec extends FlatSpec with Matchers {

"Calculate" should "run the calculation method passed into it" in {

WontWork.calculate(3, WontWork.timesTwo) shouldBe 6

WontWork.calculate(3, WontWork.square) shouldBe 9

}

}

Hopefully it's fairly clear from the test case what we're trying to do. If we pass a number and the *timesTwo* method into the *calculate* method, we want to assign the *timesTwo* method to the *calculation* method parameter. In the body of the *calculate* method we want to get the value of the *calculation* parameter, which is the *timesTwo* method, and then call that method passing in the number.

We can pass in the *square* method instead, and it will square the number. In fact, we can see that the *calculation* parameter is a method that itself takes a single parameter (an *Int*). And we can also see that the *calculation* method has to return an *Int*, as this is what the *calculate* method returns. So we're not restricted to passing in *timesTwo* and *square* methods. We should be able to pass in *any* method that takes an *Int* and returns an *Int*.

You may need to reread that and let it sink in. If you're still not quite sure about it, don't worry. It should make more sense as we work through the chapter.

We have a bit of a problem with our code. The name of the object may have given you a hint that it won’t work! We need to specify the types of method parameters (e.g. *number: Int*). So what's the type of the *calculation* parameter? It's actually a **function**.

Hmm, that's nice, but what's a function? Well, functions are virtually identical to methods, except you can treat them like variables, pass them into methods (or other functions), and have methods (or other functions) return them. The syntax is a little bit different to a method. I'll rewrite our *timesTwo* method as a function, then go through what's going on:

val timesTwo: Int => Int = x => x \* 2

Whoa, that looks complicated! Stay calm, and we'll break it down into easy chunks. Firstly you can see that this is a *val* rather than a *def*, and we know the syntax for *val*s:

val x: Int = 8

// [val] [name] [:] [type] [=] [value]

It's exactly the same for the function. So we have the word *val*, the name *timesTwo*, a `*:`*, the type *Int => Int*, an *`=`,* and the value *x => x \* 2*. The only really new thing here is the `*=>*` sign. In my mind, when I see `=>` I think, "goes to". So the type is a function of `Int => Int`, or "Int goes to Int". In other words, it's a function that takes an *Int* parameter, and returns an *Int*. This is called the **type signature** of the function.

The value is what gets executed when the function is called. In this example it's `*x => x \* 2*`, or "x goes to x \* 2". If you squint, it looks like a method, where the *x* on the left of the `=>` is the method parameter, and everything on the right of the `=>` is the method body.

Now we've got a function, it's very easy to call it. It looks just like calling a method:

object WillWork {

val timesTwo: Int => Int = x => x \* 2

val square: Int => Int = x => x \* x

val result1 = timesTwo(3) // result1 is 6

val result2 = square(3) // result2 is 9

}

Cool. Now we're got our functions that we want to pass into our *calculate* method we can fill in the type of the *calculation* parameter. The type is a function of `*Int => Int*`, and we write it like this:

def calculate(number: Int, calculation: Int => Int): Int = calculation(number)

So the whole thing now looks like this:

object WillWork {

val timesTwo: Int => Int = x => x \* 2

val square: Int => Int = x => x \* x

def calculate(number: Int, calculation: Int => Int): Int = calculation(number)

}

class WillWorkSpec extends FlatSpec with Matchers {

"Calculate" should "run the calculation method passed into it" in {

WillWork.calculate(3, WillWork.timesTwo) shouldBe 6

WillWork.calculate(3, WillWork.square) shouldBe 9

}

}

Here's another little trick. Look at how we're calling the *calculate* method in the test case. We're passing in the two parameters in different ways. The first parameter is just the value (*3*), whereas the second parameter is the name of variable that the function is assigned to (*WillWork.timeTwo*). It would be annoying if we couldn't just pass values directly into methods, as it would mean we would have to create variables for every parameter, like this:

"Calculate" should "run the calculation method passed into it" in {

val number = 3

WillWork.calculate(number, WillWork.timesTwo) shouldBe 6

}

We can do the same thing with functions, passing the value of the function directly into the method. Remember, the value of the function is the part on the right side of the `=`. Let's add some more method calls to the test:

class WillWorkSpec extends FlatSpec with Matchers {

"Calculate" should "run the calculation method passed into it" in {

WillWork.calculate(3, WillWork.timesTwo) shouldBe 6

WillWork.calculate(3, x => x \* 2) shouldBe 6 // passing in the value of the timesTwo function

WillWork.calculate(3, x => x \* x) shouldBe 9

// The function parameter doesn't have to be called x

WillWork.calculate(3, input => input + 5) shouldBe 8

// This won't work though

WillWork.calculate(3, input => "Hello World") shouldBe "Hello World"

}

}

Why doesn't the final statement work? Well we've defined the *WillWork.calculate* method to take a function which takes an *Int* and returns an *Int*, but we're calling the method with a function that takes an *Int* and returns a *String*.

Have a go at updating the *WillWork* object to make this test pass. Remember, you can *overload* methods with the same name, so long as they have different parameter types. And a function of "Int goes to Int" is a different type to a function of "Int goes to String".

This is my solution:

object WillWork {

// Don't need the twoTimes and square variables anymore

def calculate(number: Int, calculation: Int => Int): Int = calculation(number)

def calculate(number: Int, calculation: Int => String): String = calculation(number)

}

The functions we've seen so far have type signatures that take a single parameter, and return a single type. But there are other combinations too. Here are some examples of different type signatures:

// If your function doesn't take exactly 1 parameter, you have to wrap the parameters in parentheses.

// Here we're wrapping 0 parameters in parentheses.

val gimmeFive: () => Int = () => 2 + 3

// Here our function takes 2 parameters, so we've wrapped them in parenthesis, separated with a comma.

val add: (Int, Int) => Int = (x, y) => x + y

// This function takes no parameters, and returns nothing (Unit) to the caller.

val nada: () => Unit = () => println("Hello there!")

// This one takes a single String parameter, but returns nothing to the caller.

val printMe: String => Unit = me => println(me)

// Just to show you that you can use types other than String and Int. Here we return a Boolean.

val lengthOfStringEqualsNumber: (String, Int) => Boolean = (str, number) => str.length == number

// How about a Monster creator?

val monster: (String, Int) => Monster = (name, amount) => new Monster(name = name, health = amount)

// Or something a bit more complex?

val fight: (Player, Player) => Player = (player1, player2) => {

// Use curly braces if the function body takes more than one line

player1.attack(player2)

player2.attack(player1)

if (player1.health > player2.health) player1

else player2

}

How about you show me something useful?

I hope that was somewhat interesting, but I can understand if you're finding it hard to see the point of all this. Sure, as you get more experienced you'll start writing your own methods and functions that take or return functions. These are called *higher order functions* by the way. But let's start with some useful higher order functions that other people have written. In fact there are a tonne of them on classes that are built into Scala. I'm going to show you a higher order function called **map** that's defined on a class we already know about: the *List*.

Say we have a List of integers, and we'd like to do some kind of transformation on it to get a new List, where all the elements have been doubled. Here's a test case describing what we want:

"We" should "be able to double the elements in a list" in {

val originalList = List[Int](1, 2, 3)

val doubledList = ??? // Some code to create a new list with the elements doubled

doubledList shouldBe List[Int](2, 4, 6)

}

As I mentioned, the *List* class has a function called *map* which takes a single parameter: a function of type `A => B`, where `A` is the type of the elements in the List (in this case *Int*), and `B` is the type of the elements we want in our new List (also *Int* in this example). It goes through the List, applying this function to each element and creating a new List from the results.

We've already seen a function that takes an *Int*, returns an *Int*, and has the effect of doubling the input: our *timesTwo* function. Let's try passing that into the *map* function and see what happens:

"We" should "be able to double the elements in a list" in {

val timesTwo: Int => Int = x => x \* 2

val originalList = List[Int](1, 2, 3)

val doubledList = originalList.map(timesTwo)

doubledList shouldBe List[Int](2, 4, 6)

}

And there we go! Using a function to easily transform every element in a list. As you know, we can also pass a function value directly into the *map* function. Here's another test with everything condensed.

"We" should "be able to square the elements in a list" in {

List[Int](1, 2, 3).map(x => x \* x) shouldBe List[Int](1, 4, 9)

}

The type of the elements in the transformed list don't have to be the same as the type in the original list:

"We" should "be able to transform a list to have elements of a different type" in {

List[String]("Hello", "dear", "reader").map(x => x.length) shouldBe List[Int](5, 4, 6)

}

And *map* isn't the only higher order function defined for Lists. Oh no, there are plenty more. And they're also found on other data structures as well. Say we've got a List of strings, and we only want those over a certain length? There's a higher order function for that! It's called *filter*, and it takes a function with a type signature of `A => Boolean`, where `A` is the type of the elements in the List. It applies the function to each element in the List, and if the result of the function is *true* then the element gets added to the new List. Otherwise it's denied entry.

"We" should "be able to filter words longer than a certain value" in {

val input = List[String]("Hello", "dear", "reader")

input.filter(x => x.length > 4) shouldBe List[String]("Hello", "reader")

}

We're only scratching the surface here. If you want a whole load more information on Lists and the ways you can use them, a quick Google search for "Scala Lists" will get you started down the rabbit hole.

A great feature of these methods are that they don't alter the existing List, but return a new List. This means that we can call another method on the returned List in order to transform the original List in several ways. Let's say we have a List of words, and we'd like to know the total number of letters in the words that start with a letter that comes after "m" in the alphabet. We can start by filtering the List into a new List that only contains the words starting with a letter after "m".

"We" should "be able to find out the number of letters in words starting after m" in {

val originalList = List[String]("the", "cow", "jumped", "over", "the", "moon")

val filteredList = originalList.filter(word => word > "m")

filteredList shouldBe List[String]("the", "over", "the", "moon")

}

Then we can map the words to their lengths:

"We" should "be able to find out the number of letters in words starting after m" in {

val originalList = List[String]("the", "cow", "jumped", "over", "the", "moon")

val filteredList = originalList.filter(word => word > "m")

val mappedList = filteredList.map(word => word.length)

mappedList shouldBe List[Int](3, 4, 3, 4)

}

And to finish we just need to sum up the values in the *mappedList*. Remember our *ListOps* class from the last chapter? We had a handy method that does just that.

"We" should "be able to find out the number of letters in words starting after m" in {

val originalList = List[String]("the", "cow", "jumped", "over", "the", "moon")

val filteredList = originalList.filter(word => word > "m")

val mappedList = filteredList.map(word => word.length)

val totalWords = ListOps.sumList(mappedList)

totalWords shouldBe 14

}

We could have written one big function that takes in the List of words, iterates over the elements looking for words starting after "m", getting the size of the word, and adding it to counter of some sort. But that would be a very specific piece of code that is only good for this one use case. Using smaller functions and composing them together allows them to be used in many different cases.

You can think of the big function as a cast iron model of a car, and the smaller functions as Lego bricks that you could use to create a car, but could also create lots of other things as well. This concept is so important to the art of coding that it has its own name - the **Single Responsibility Principle**. There are nuances to this, but basically you can think of it as keeping your classes, objects, methods and functions small, and focussed on doing just one thing well.

Our test code works, but I feel it's a bit messy. I'd like to **refactor** the test. Refactoring just means changing (hopefully improving) the code, without affecting what the code actually does. In this instance, there are two things we can change to make the code more readable. Firstly, there's actually a method defined on the List class that will sum up the elements in a List, so we can use that instead of our own *sumList* method. And secondly, we don't need all these intermediate *val*s to assign the stages of the transformation to. We can just chain the methods together, like so:

"We" should "be able to find out the number of letters in words starting after m" in {

val originalList = List[String]("the", "cow", "jumped", "over", "the", "moon")

originalList.filter(word => word > "m").map(word => word.length).sum shouldBe 14

}

If it's hard to read all on one line, you can split the method calls onto separate lines, like this:

"We" should "be able to find out the number of letters in words starting after m" in {

val originalList = List[String]("the", "cow", "jumped", "over", "the", "moon")

originalList.filter(word => word > "m")

.map(word => word.length)

.sum shouldBe 14

}

That looks much nicer to me.

I just have to say one thing about the *sum* method. If you're eagle eyed, you may have noticed that it doesn't have any parentheses after it. Scala has a rule that if a method doesn't take any parameters and it returns a value, then you shouldn't use empty parentheses when you define or call the method. This is because a method that doesn't take any parameters and returns a value looks just like a variable to the caller of the method, so the caller shouldn't have to distinguish between whether they are calling a method or just referencing the value of a variable. This is what I mean:

object Demo {

val x = 10

def y() = 15

def z = 20

}

To use these, you would write:

Demo.x // 10

Demo.y() // 15

Demo.z // 20

From the user's point of view, they're all doing the same thing: giving us an integer. The user doesn't need to know that *y* and *z* are methods, so writing *z* without parentheses lets the user treat it the same as a variable.

Ok, we've seen some of the higher order methods operating on Lists of strings and integers. Well, they're not restricted to working on these built in types. We can just as easily use them to transform Lists of types that we've created ourselves. Maybe we're writing a game, and have a List to keep track of all the monsters. At some point in the game we want to get rid of all the monsters with low health. Here's a monster:

class Monster(name: String, health: Int)

And an object to handle our monsters:

object MonsterHandler {

def cullMonsters(monsters: List[Monster]): List[Monster] = ???

}

Let's write a test for our *cullMonsters* method:

class MonsterHandlerSpec extends FlatSpec with Matchers {

"cullMonsters" should "get rid of all monsters with health below 10" in {

val originalMonsters = List[Monster](

new Monster("Barry", 20),

new Monster("Helen", 5),

new Monster("Jimmy", 15))

// Let's check that we just have Barry and Jimmy after culling

MonsterHandler.cullMonsters(originalMonsters)

.map(monster => monster.name) shouldBe List[String]("Barry", "Jimmy")

}

}

Have a go at filling in the implementation for the *cullMonsters* method. Here's my solution:

object MonsterHandler {

def cullMonsters(monsters: List[Monster]): List[Monster] = {

monsters.filter(monster => monster.health > 10)

}

}

Maps and case classes

Now we've seen that Lists have useful methods built into them that allow us to transform the data in them, it's time to look at a slightly more complex data structure: the **Map**. Don't get confused between the *data structure* Map, with a big 'M', and the *method* map with a small 'm'. Although they sound the same, they're not related. In fact, you can call the map method on Map data structures, in the same way that you can call the map method on List data structures. It will all become clear shortly!

A Map is a data structure that stores a mapping between one value and another value. An example of a Map would be a phone book, where people are mapped to phone numbers. If you want to find someone's number, you look up their name in the book, and next to their name is their number.

It's perfectly possible to create a phone book using a good old List. In fact, that's what we're going to do first, before I tell you why Maps are better! We're going to model each pair of values (name and number) using an **Abstract Data Type**. This is just a class with data, but no methods, and helps us to reason about our program more easily by having things grouped and named nicely.

In Scala we use **case classes** to represent Abstract Data Types (ADTs). They're extremely similar to normal classes, except Scala adds some useful functionality to them that makes them good for using as ADTs. We'll see some of this functionality, such as pattern matching, later.

Create a new class in the *src/main/scala* directory called *PhoneBookEntry*, then replace the generated contents of the file with the following:

case class PhoneBookEntry(name: String, number: Int)

There's our ADT. It should look very familiar to you. It’s declared exactly the same way you'd declare a class, except it has the word *case* at the beginning, and there is no class body. Here's how you create an instance of your case class:

object Program extends App {

val x = PhoneBookEntry("Ian", 13452) // Note, don't use the 'new' keyword

val y = PhoneBookEntry(name = "Anna", number = 64584) // You can use named parameters as well

}

And we can access the values of our instances just like we do with regular classes:

object Program extends App {

val x = PhoneBookEntry("Ian", 13452)

val friendsName = x.name

val friendsNumber = x.number

}

So how would we go about using this to create our phone book? We know we're going to use a List, but the users of our phone book shouldn't have to care about how we've implemented it, so we're going to wrap the List inside another class. In that way, users should be able to call methods on our class, and if we decide to change the List to something else (say a Map) then the users won't have to change their code to make it work.

It's very common, and good practice, to hide the details of how your classes work and strictly control what the users of your class can see. I think it makes sense to call our class *PhoneBook*, and for this example it will already be populated with names and numbers, and users will only be able to look up people's numbers from it. Here's the functionality described in a test:

class PhoneBookSpec extends FlatSpec with Matchers {

"Querying the phone book with a name" should "return that person's number" in {

val phoneBook = new PhoneBook

phoneBook.lookup("Ian") shouldBe 13452

}

}

Note that we're modelling the numbers as *Int*s, so you can't start them with a zero.

If you're feeling brave, stop reading here and have a go at implementing the class yourself. Just make up a few names and numbers, but make sure to include the name/number pair needed to make the test pass.

You know everything you need to do it.

Go on...

OK, great! Hopefully you have something like this:

class PhoneBook {

val entries: List[PhoneBookEntry] = List(

PhoneBookEntry("Barry", 4637),

PhoneBookEntry("Jenny", 43256),

PhoneBookEntry("Rover", 986),

PhoneBookEntry("Ian", 13452),

PhoneBookEntry("Spock", 76438)

)

def lookup(query: String): Int = {

// There are many ways of doing this. Yours might be different to mine.

val listWithCorrectEntry = entries.filter(entry => entry.name == query)

val correctEntry = listWithCorrectEntry.head

correctEntry.number

}

}

However you implemented this, the very nature of a List means that we have to visit each element in order to find out whether it's the one we're looking for. The way I've done it, using the *filter* method, means that even if the entry we're looking for is the first one in the List the program will check every single element. There are ways of writing this so that it stops as soon as it finds a matching element, but still it's not a great solution. What if we've got a million entries in our book, and the person we're looking for happens to be at the end? That's a lot of wasted processing time. There's a better way of doing this, and I know that you've guessed it. Maps!

Remember that data is stored in memory, and if the program knows the memory address of the data it can access it directly. Maps work by knowing the memory addresses of all the elements in them, so they can get any element in one go. They use a trick called **hashing** to do this.

In this context, hashing is a clever way of taking some value and converting it into a memory address. Hashing the same value will always produce the same address. And hashing different values will usually produce different addresses.

We know that Maps map one thing to another (e.g. names to phone numbers). The first thing is called the **key**, and the thing the key maps to is called the **value**. So in our example, we're going to have a Map of names (keys) to phone numbers (values). When a key and value are added to a Map, the computer hashes the key to produce the memory address that the key and value should be stored at. And when you ask the Map for the value of a key, it again hashes the key to get the memory address so it can access the value directly. Neat!

The syntax for creating a Map is similar to that for a List, but one obvious difference is that a Map contains two types, rather than just one in a List. You write the types in square brackets, separated by a comma. The type of the key goes first, followed by the type of the value. So in our phone book the keys are *String*s and the values are *Int*s:

val entries: Map[String, Int] = ???

There are a couple of ways of specifying the elements of a Map. I like using the arrow syntax, as it makes it clear that a key is being mapped to a value. Recreating our phone book entries as a Map rather than a List, it looks like:

val entries: Map[String, Int] = Map(

"Barry" -> 4637,

"Jenny" -> 43256,

"Rover" -> 986,

"Ian" -> 13452,

"Spock" -> 76438

)

And the simplest way to query a Map is to pass the key to the Map in the same way that you'd pass the index to a List:

val friendsNumber = entries("Ian")

Now we can refactor our *PhoneBook* class to use a Map instead of a List, and note how we don't have to change the test as it wasn't aware of the implementation details of the class:

class PhoneBook {

val entries: Map[String, Int] = Map(

"Barry" -> 4637,

"Jenny" -> 43256,

"Rover" -> 986,

"Ian" -> 13452,

"Spock" -> 76438

)

def lookup(query: String): Int = entries(query)

}

Not only does that look nicer, but we get constant performance no matter how many entries there are in the phone book. Hooray!

Options

What should happen if we query our phone book for someone who's not in it? There are several ways we could handle this. It could return an error message of some sort. Or maybe it would just give a default number. Let's try it out and see what happens. Add a test for this scenario:

"Querying the phone book for someone who isn't in it " should "do something" in {

val phoneBook = new PhoneBook

phoneBook.lookup("Unknown person")

}

Run the test, and see what happens. You'll get some scary-looking error messages in the terminal, like this:

Exception in thread "main" java.util.NoSuchElementException: key not found: "Unknown person"

at scala.collection.immutable.Map$Map3.apply(Map.scala:170)

at ....

....

What's happened here is that the program has tried to look up a key in the Map and can't find it, so has no idea what to do. Because there's no obvious default way of dealing with this situation, it throws its hands up in the air and the program crashes. This is a common pattern for when you ask for values that can't be found, such as when you try to access the 10th element of a List that only has 9 elements. And it's extremely rare that having the program crash is actually the behaviour you'd want.

Scala has a nice data structure called an **Option**, that models values that may or may not be there. Using Options forces you to consider what should happen if a value isn't present.

You can think of an Option as a box, that either contains a value, or doesn't. We have to specify the type of value that the Option can contain, in a similar way to how we specify the type of values that a List or Map contain. For instance, an Option that could potentially contain an *Int* would be *Option[Int]*. Both the Map and the List data structures have a method called *get*, that will return an Option instead of a value directly. Unless you're absolutely sure that the key is present in your Map, or the index is available in your List, you should use this method to make sure your program doesn't crash.

Let's go ahead and change the *lookup* method in our *PhoneBook* class to use the *get* method:

def lookup(query: String): Int = entries.get(query)

That's not going to work yet. We've declared that the *lookup* method returns an *Int*, but *entries.get(query)* returns an *Option[Int]*. So we need to do something to convert the *Option[Int]* into an *Int*. This is where we're forced to decide what to do if the Option has no value. It's easy if it contains an *Int* - we just return the *Int*. If it doesn't contain a value I'm going to return a default value of 0. I'll show you three ways of doing that.

Firstly, we can use the *isDefined* method on the Option, which returns *true* if the Option contains a value, and *false* if it doesn't. Then once we know that the Option contains a value, we can use the *get* method on it to get the value out of it:

def lookup(query: String): Int = {

val optionalResult: Option[Int] = entries.get(query)

if (optionalResult.isDefined) optionalResult.get

else 0

}

Another way of doing this is to use the *getOrElse* method on the Option. You pass a default value into the method. The method will return the value in the Option if it contains one, otherwise it will return your default.

def lookup(query: String): Int = {

val optionalResult: Option[Int] = entries.get(query)

optionalResult.getOrElse(0)

}

The third way is to use pattern matching on the Option.

Pattern matching

Pattern matching is like a more powerful way of using *if* and *if else* statements. Here are two simple code snippets, each doing the same thing:

val x = 3

val ifResult = {

if (x == 1) "a"

else if (x == 2) "b"

else if (x == 3) "c"

}

// ifResult is "c"

val matchResult = x match {

case 1 => "a"

case 2 => "b"

case 3 => "c"

}

// matchResult = "c"

To create a pattern match, put the word *match* after the variable you want to compare things to, then within curly braces is the body of the match expression. The body consists of a series of *case* *statements*, which start with the word *case* followed by a value to compare with the match variable. If the match variable and the case value are the same, then the expression on the right hand side of the `=>` is evaluated.

In this example the expressions on the right of the `=>` signs are just strings, so when the value of *x*, which is 3, matches the case statement *case 3*, the whole match expression returns the string "c", which gets assigned to the *matchResult* variable.

The right hand sides of the case statements can be more complicated than just returning a value, and if they go over several lines then wrap them in curly braces, like so:

// You can match directly on a value, rather than assigning it to a variable first

val result = "Hello" match {

case "Hello" => {

println("Matched Hello")

1 + 2

}

case "Goodbye" => 4

}

// result gets assigned the value of 3

The pattern matching syntax can look a bit neater than loads of *if else* clauses, but the real power comes when you combine it with case classes. I said earlier that Scala adds some cool functionality to case classes, and this includes being able to use them in pattern matching.

I'll write an example using Monsters, Wizards and Players, before showing you how this relates to pattern matching Options. In our game, Wizards should be able to use their magic powers to scry on other characters. If they scry on a Monster, it should print out the Monster's name and health. The Player is magically shielded though, so if the Wizard scrys on it then it goes unnoticed.

I'm going to create a *Scryable* trait that the *Player* and *Monster*s can extend, and the *Wizard* will have a *scry* method that takes a single method parameter with a type of *Scryable*. Remember how we had a class for *Monster*s, as we wanted to be able to create many *Monster*s for the game, but an object for the *Player*, as there would only ever be a single *Player*? Well we're going to use a case class for our *Monster*s now, and a case object for our *Player*.

trait Scryable

case class Monster(name: String, health: Int) extends Scryable

case object Player extends Scryable

You can put all of that in the same file if you like, or else create separate files for the trait, *Monster* and *Player*. I'm just going to stick everything in the same file for this little example. Now let's create our *Wizard*.

trait Scryable

case class Monster(name: String, health: Int) extends Scryable

case object Player extends Scryable

class Wizard {

def scry(enemy: Scryable) = {

// Now we have to work out if the enemy is a Monster or the Player.

// If it's a Monster, print out the name and health.

// If it's the Player, print out "Nothing to see here..."

}

}

This is how we're going to call the method:

object Program extends App {

val wiz = new Wizard()

val monster = Monster("Barry", 20)

wiz.scry(monster) // Should print "Argh, you found Barry! I've got 20 health"

wiz.scry(Player) // Should print "Nothing to see here..."

}

Now all we need to do is fill in the *scry* method. You know we're going to use pattern matching. You'll also see a nice feature of pattern matching with case classes, whereby we can deconstruct the case class attributes into variables in one go. Let's see it in action:

class Wizard {

def scry(enemy: Scryable) = enemy match {

case Monster(n, h) => println(s"Argh, you found $n! I've got $h health")

case Player => println("Nothing to see here...")

}

}

We're matching against the actual underlying type of the *Scryable* that's being passed into the method. If it's the *Monster*, we assign the *Monster*'s attributes to the variables *n* and *h*. They get assigned in the same order that they were written when we defined the case class (*case class Monster(name: String, health: Int)*), so the value of the *name* attribute gets assigned to the *n* variable, and the value of the *health* attribute gets assigned to the *h* variable. We then use those variables with string interpolation on the right hand side of the case statement.

Have a go at running the program now, and the correct lines should be printed out.

Not only can we deconstruct case classes into their component attributes using pattern matching, but we can also match against specific attributes. Let's say there's a *Monster* called Jimmy, who the *Wizard* is friends with. If the *Wizard* scrys on the *Monster* with the name Jimmy, it should print out a friendly message instead. Here's how we could make that happen:

class Wizard {

def scry(enemy: Scryable) = enemy match {

case Monster("Jimmy", \_) => println("Alright matey, how's it going?")

case Monster(n, h) => println(s"Argh, you found $n! I've got $h health")

case Player => println("Nothing to see here...")

}

}

object Program extends App {

val wiz = new Wizard()

val monster = Monster("Barry", 20)

val friend = Monster("Jimmy", 20)

wiz.scry(monster) // Should print "Argh, you found Barry! I've got 20 health"

wiz.scry(Player) // Should print "Nothing to see here..."

wiz.scry(friend) // Should print "Alright matey, how's it going?"

}

I used an underscore in *case Monster("Jimmy", \_)*. This just means, "don't bother assigning this attribute to any variable. I'm not going to use it".

If you wanted to use Jimmy's health you could just name the variable *case Monster("Jimmy", jimmysHealth)*. Also, it's important to put the Jimmy case before the general *Monster* case. The computer goes through each case statement in order, and stops at the first one that matches.

All this is extremely similar to the way we can pattern match on Options. *Option* is like a trait. It has two concrete implementations that extend the trait. An Option that contains a value is represented by a case class called *Some*, which has a single attribute holding the value. An Option that doesn't contain a value is represented by the case object *None*.

There are some more advanced features you need to know to be able to understand the real implementation of Options, so the following is pseudocode. If you're interested in seeing the actual implementation, just create an *Option* in a program in IntelliJ and **Ctrl + Click** on it to go to the source file.

trait Option

case class Some(value: Int) extends Option

case object None extends Option

Here's an example of using pattern matching on the Option we get from our Map:

class PhoneBook {

val entries: Map[String, Int] = Map(

"Barry" -> 4637,

"Jenny" -> 43256,

"Rover" -> 986,

"Ian" -> 13452,

"Spock" -> 76438

)

def lookup(query: String): Int = entries.get(query) match {

case Some(986) => {

// For some reason we want to do something weird with this entry

println(s"You searched for $query. Adding 2 to the number")

986 + 2

}

case Some(number) => number // Just return the number

case None => 0 // The key wasn't found, so return a default value of 0

}

}

Congratulations! You've learnt a tonne of things in this chapter. We're going to build on everything we've learnt in the next chapter by creating a Top Trumps style card game - plus we'll get to actually take some user input into our programs!

Trumps!

Now we’re going to get on to some fun! We're finally going to build a program that actually does something interesting. We'll be using a lot of what we've covered before, as well as learning how to take input into a program, both from files and from users. So let's get on, and make a game!

The game

We're going to make a Top Trumps style card game. Unfortunately fancy graphics are beyond the scope of this book (although you'll be all set to learn how to use proper game engines after finishing it), so this will be a command line program that will be text based.

It will read in a file containing the details of all the cards, and create a representation of the deck of cards in memory. It will shuffle the cards and deal half to the player and half to the computer. Then it will draw the top card from the player's hand and print out the details of the card on screen.

The player will then be able to choose an attribute from the card to compare with the computer's top card. Whoever loses the round has their card removed, then the hands are shuffled and the next round is played. This goes on until one player loses all their cards, at which point the game will print out whether the player won or lost.

Start by creating a new project. You can call it whatever you like. I'm going to call mine *TrumpsGame*.

The model

We're going to use case classes to model the Abstract Data Types in our game. The most obvious thing we need to model for our card game is a **Card**. Our cards will have a character name, and values for the character's strength, intelligence and courage. An example might be:

> Name: Captain Kirk

> Strength: 8

> Intelligence: 7

> Courage: 9

This is really easy to model as a case class. Go ahead and create a new Scala Class in the *src/main/scala* directory called *Card*.

case class Card(name: String, strength: Int, intelligence: Int, courage: Int)

We'll create some more case classes later, but it's not super clear what we'll need yet, so that's enough for now.

Reading files

So far all of our programs have done exactly the same thing when we run them. There's been no way to change what they do by passing in external input. Well, all that's about to change. We're going to create a *comma-separated-values* file (CSV) that will contain the details of all the cards for the game. This means that we can easily change the cards by changing a file, rather than having to change code.

CSV files contain text fields with a specific structure. Each line in the file has a specific number of values, separated by commas. You can think of them as a spreadsheet written out as a text file, and in fact spreadsheet programs let you export spreadsheets as CSV files. So once you've learnt how to do this, you'll be able to read spreadsheets into your programs by converting them to CSVs and following this technique.

A common place to put resource files for programs is in a *resources* directory in your project. Create a directory called *resources* at the same level as the *src* folder in your project (*TrumpsGame/resources*). Do this by right clicking on the project name directory in the project view, and selecting **New → Directory**. Create a text file in your new directory, and call it *data.csv*, by right clicking on the *resources* directory and selecting **New → File**. Copy the following into your *data.csv* file:

Name, Strength, Intelligence, Courage

Kirk, 8, 6, 9

Picard, 6, 9, 9

Spock, 9, 9, 7

Data, 10, 10, 8

The first line is the header of the file, describing what each of the columns are. Column one is *Name*, column two is *Strength*, etc. Then each line after that describes one of the cards. To get the cards ready to play with we need to do several things:

1. Read the file into the program

2. Ignore the first line of the file

3. Go through each line of the file, creating a *Card* object from each one

This will give us a List of *Card*s. Then we need to:

4. Shuffle the cards

5. Deal the cards into two hands, one for the player and one for the computer

I'm going to start by writing a test. All of this logic is related, so we're going to put it in a single class called *CardLoader*. Create this class, and also a *CardLoaderSpec* test class.

I'm not going to start coding my program to load the file, as I know that we can convert a file into a List of strings, where each string is a line in the file, so I want to start by testing that we can convert a List of file lines into a List of *Card*s:

class CardLoaderSpec extends FlatSpec with Matchers {

val cardLoader = new CardLoader

"createCardsFromLines" should "ignore the header line, and create cards from the rest of the lines" in {

val lines = List(

"Name, Strength, Intelligence, Courage",

"One, 1, 2, 3",

"Two, 4, 5, 6")

cardLoader.createCardsFromLines(lines) shouldBe List(Card("One", 1, 2, 3), Card("Two", 4, 5, 6))

}

}

Hopefully that makes sense. I've made the assumption that we're going to be able to get a *List[String]* from the file, and so I'm testing that we can pass that List into a *createCardsFromLines* method and get back a *List[Card]*. Next thing to do is to write the *createCardsFromLines* method:

class CardLoader {

def createCardsFromLines(lines: List[String]): List[Card] = {

val linesWithoutHeader = lines.drop(1)

linesWithoutHeader.map { line =>

val values = line.split(",")

val trimmedValues = values.map(value => value.trim)

Card(trimmedValues(0), trimmedValues(1).toInt, trimmedValues(2).toInt, trimmedValues(3).toInt)

}

}

}

The *drop* method is part of the List class. It takes an integer and returns a new List with the specified number of lines removed from the start. Here we're dropping 1 line, so *linesWithoutHeader* is a List without the header line.

Next we're mapping over the List of strings. Each element in the List (i.e. a string) is assigned to the *line* variable. The *split* method is part of the String class, and lets us split up a string into a List of strings by cutting the string wherever it finds a delimiter character. In this instance we're cutting the strings every time we find a comma. Using this on the string "Kirk, 1, 2, 3" returns a *List[String]("Kirk", " 1", " 2", " 3")*.

Note that there's a space before each of the numbers. That's because there's a space after each of the commas in the original string. So we then map over each of these Lists and call the *trim* method on the strings. This just removes any spaces from the beginnings and ends of the strings.

Finally our *map* converts the original line into a *Card* by instantiating a *Card* case class with the values from the List of trimmed strings. Because we're only working with strings at the moment, we need to tell the program that some of those strings are actually integers, by calling the *toInt* method on them.

We should have a passing test. Make sure you understand what's going on here before you move on.

What do we do with a List of Cards? We need to shuffle them and deal out the hands. Each of the hands can just be a *List[Card]*, but I'd like to be able to pass the player cards and the computer cards around together, so I'm going to model a *Deck* class. Again, this is an ADT, so we'll use a case class like this:

case class Deck(playerCards: List[Card], computerCards: List[Card])

We need to be able to split a List of *Card*s into a *Deck*. There's a bit of logic worth testing here, to make sure that the player and the computer get the same number of cards, so we're going to create a test for a new method that will take a List of *Cards* and return a *Deck*. Add this to the *CardLoaderSpec* class:

"splitCards" should "evenly split an even number of cards" in {

val cards = List(Card("One", 1, 1, 1), Card("Two", 1, 1, 1), Card("Three", 1, 1, 1), Card("Four", 1, 1, 1))

val deck = cardLoader.splitCards(cards)

deck.playerCards shouldBe List(Card("One", 1, 1, 1), Card("Two", 1, 1, 1))

deck.computerCards shouldBe List(Card("Three", 1, 1, 1), Card("Four", 1, 1, 1))

}

You should be able to work out what's going on in this test. Here's the implementation of the method, in the *CardLoader* class:

def splitCards(cards: List[Card]): Deck = {

val start = 0

val mid = cards.length / 2

val end = cards.length

val playerCards = cards.slice(start, mid)

val computerCards = cards.slice(mid, end)

Deck(playerCards, computerCards)

}

Look! We're using another method built into the List class, *slice*, to create the player's hand from the first half of the List, and the computer's hand from the other half.

Notice that we're only testing that we can split an even number of cards into two evenly sized hands. We're not sure exactly what would happen if we start with an odd number of cards. If you like you can decide what you'd like to happen if we get an odd number of cards, write a test for it, then update the implementation to make the test pass. For instance, you could say that either the player or the computer gets the extra card. Or maybe one of the cards isn't used for the game. If you don't want to do this, then just be careful to make sure that your data file contains an even number of cards.

Those are all the tests we're going to write for this class. We also need to shuffle the cards, but it's hard to write a test for this that will always pass. We could test that the shuffled cards are in a different order to the original cards, but shuffling is a random process, and as such it's possible that sometimes the cards will be shuffled and the order will not change, which would mean our test would fail. So the final part of our *CardLoader* class will be a method that the *Game* will call to load the cards, shuffle them, and return a *Deck*:

import scala.util.Random

class CardLoader {

def loadCards(): Deck = {

val lines: List[String] = ??? // Read the data file into a List of strings

val cards = createCardsFromLines(lines)

val shuffledCards = Random.shuffle(cards)

splitCards(shuffledCards)

}

// Other methods omitted

}

We're using a handy class from the *scala.util* package called *Random*. It has a method called *shuffle* which takes a List and returns a new List with the elements shuffled. Nice!

Follow the code through and check that you understand it. We haven't implemented the part that reads the file yet, but assuming that is going to work, we are then converting our List of file lines to a List of *Card*s, shuffling those cards, then splitting them into a *Deck*.

Actually reading a file and converting the lines of the file into a List of strings is actually very easy. We need to import another class from the scala library, called *Source*. This has a method called *fromFile* which takes a string with the location and name of the file to read. Here's how we use it:

import scala.io.Source

val lines: List[String] = Source.fromFile("resources/data.csv").getLines.toList

There are some intermediate steps you don't really need to know about, but if you're interested, the *fromFile* method returns an object of type *BufferedSource*. The *BufferedSource* type has a method called *getLines* which returns an object of type *Iterator[String*]. And the *Iterator[String]* type has a method called *toList*, which returns the *List[String]*.

Rather than hard coding the file name in this class, I'd like to make the class as generic as possible, so we're going to let the caller of the method pass in the name of the file as a method parameter. I've changed the name of the method from *loadCards()* to *loadCardsFrom(file: String)* to make this clearer. The complete class looks like this:

import scala.io.Source

import scala.util.Random

class CardLoader {

def loadCardsFrom(file: String): Deck = {

val lines: List[String] = Source.fromFile(file).getLines.toList

val cards = createCardsFromLines(lines)

val shuffledCards = Random.shuffle(cards)

splitCards(shuffledCards)

}

def createCardsFromLines(lines: List[String]): List[Card] = {

val linesWithoutHeader = lines.drop(1)

linesWithoutHeader.map { line =>

val values = line.split(",")

val trimmedValues = values.map(value => value.trim)

Card(trimmedValues(0), trimmedValues(1).toInt, trimmedValues(2).toInt, trimmedValues(3).toInt)

}

}

def splitCards(cards: List[Card]): Deck = {

val start = 0

val mid = cards.length / 2

val end = cards.length

val playerCards = cards.slice(start, mid)

val computerCards = cards.slice(mid, end)

Deck(playerCards, computerCards)

}

}

Getting things going

Ok, we've modelled our cards and deck, and have a nice tested class that lets us load cards from a file. I think we're ready to write the entry point to our program and see something working. To start with, we'll just use the *CardLoader* to get us a *Deck*, print out a message welcoming the player to the game, and then describing the player's first card to them. We need a new file called *Game.scala* in the *src/main/scala* directory, in which we'll have a *Game* object extending the *App* trait:

object Game extends App {

}

As you know, this is where the program will start running from. We need to add the functionality described above:

object Game extends App {

val cardLoader = new CardLoader

println("Let's play!")

val deck = cardLoader.loadCardsFrom("resources/data.csv")

val card = deck.playerCards.head

println(s"You've drawn ${card.name}")

}

Run the program a few times. You should get different cards, because the deck is being shuffled.

It's completely logical

Now we're going to get into the really interesting part of the program. Implementing the game logic. This is where we need to keep playing rounds until one player runs out of cards. We'll need the ability for the player to select an attribute to play, then the ability to compare the value of the player's attribute with the same attribute on the computer's card. The logic should be able to tell whether the player or the computer won the round, and discard the losing card from the relevant hand. It will then need to see whether the game is over, and if it is then display either a winning or a losing message. If the game isn't over then it will need to shuffle both players' cards and play another round.

This sounds like it could be pretty complex, so I'm going to neatly wrap up this functionality in its own class. We'll call this the *GameLogic* class. I want a recursive method that the *Game* object can call to start the first round. It will then keep on calling itself each round until the game is over.

Once the game is over, it will return some kind of status to the *Game* object, so that it can decide how to notify the player whether they won or lost. A nice way to model statuses like this is to use case objects. They don't need to be case classes, as there will just be a single instance to represent each status. And we can use them in a nice way for pattern matching. We'll have a *Status* trait which the case objects *Win* and *Lose* will extend. Put this in a new file called *Status.scala*:

sealed trait Status

case object Win extends Status

case object Lose extends Status

Saying this is a *sealed* trait means that anything extending the trait has to be in the same file. Normally you can extend traits in different files to where the trait is written (just like our *Game* object isn't in the same file as the *App* trait). Sealed traits are useful for when you are going to use them in pattern matching, as the computer then knows all the possible cases that could be matched and will warn you if you forget to cover a case.

We now need a *GameLogic* class:

class GameLogic {

}

and a test file for it:

import org.scalatest.\_

class GameLogicSpec extends FlatSpec with Matchers {

}

We'll start by writing two straightforward tests for our *play* method. The method will take the player's cards and the computer's cards as parameters. We only want the method to return a value once the game is over, at which point we want to know the *Status* as well as how many cards the winner has left, so we can print out a message like, "Hooray! You won with 2 cards left!"

Let's create another case class to represent these two things so we can pass them around together:

case class GameResult(status: Status, cardsLeft: Int)

So the definition of our *play* method should look like this:

def play(playerCards: List[Card], computerCards: List[Card]): GameResult = ???

The tests for this method are that it returns the right *GameResult* depending on whether the player or the computer has won. What does it look like when one of the players has won? It's when the other player has no cards left. So we know that if we call the method and one of the parameters is an empty list, then the game is over. Here are the tests:

import org.scalatest.\_

class GameLogicSpec extends FlatSpec with Matchers {

val gameLogic = new GameLogic

"If the computer runs out of cards it" should "return Win and the number of cards the player has left" in {

gameLogic.play(List(Card("Player", 1, 1, 1)), List[Card]()) shouldBe GameResult(Win, 1)

}

"If the player runs out of cards it" should "return Lose and the number of cards the computer has left" in {

gameLogic.play(List[Card](), List(Card("Player", 1, 1, 1))) shouldBe GameResult(Lose, 1)

}

}

Try writing the implementation of the method to make these tests pass.

Here's my solution:

class GameLogic(playerInput: PlayerInput) {

def play(playerCards: List[Card], computerCards: List[Card]): GameResult = {

if (computerCards.isEmpty) GameResult(Win, playerCards.length)

else if (playerCards.isEmpty) GameResult(Lose, computerCards.length)

else GameResult(Win, 2) // Remove this line in a minute

}

}

We need that last *else* just to make the program compile. We've declared that the method will return a *GameResult*, so if we didn't have that final statement and both the player and the computer had cards it wouldn't return anything. We'll remove it in a minute.

We can actually add the call to the *play* method from our *Game* object now, then deal with the end game conditions by pattern matching on the *GameResult*:

object Game extends App {

val cardLoader = new CardLoader

val gameLogic = new GameLogic

println("Let's play!")

val deck = cardLoader.loadCardsFrom("resources/data.csv")

gameLogic.play(deck.playerCards, deck.computerCards) match {

case GameResult(Win, cardsLeft) => println(s"You won, with $cardsLeft cards left!")

case GameResult(Lose, cardsLeft) => println(s"Sorry, you lost. The computer has $cardsLeft cards left")

case \_ => println("Whoops, that was unexpected!")

}

}

The `*case \_*` is the default matcher that will get executed if the other cases don't match. In this instance we know that one of the other two cases will match (the player will either win or lose), so we add this just to keep the compiler happy.

If you run the program now, the player should win with 2 cards left. Can you see why?

Now is the time to replace that *else GameResult(Win, 2)* statement with what we actually want to happen if both players have cards. This is what should actually happen:

> Print out the details of the player's top card

> Ask the player to select an attribute to play

> Compare the value of that attribute with the equivalent attribute on the computer's top card

> Decide who won the round

> If the player won, then discard the computer's top card

> If the computer won, then discard the player's top card

> If it's a draw, then keep all the cards

> Shuffle both player's cards, and call the play method again with them

Ah, there's a condition in which the players can draw! This is easy to handle. Let's just add a new case object that extends *Status*:

sealed trait Status

case object Win extends Status

case object Lose extends Status

case object Draw extends Status

We're going to have some logic for comparing the player and computer attributes to work out who won the round, so I think we'll have a method for this. Let's call it *compareAttributes*. It can go in the *GameLogic* class, and here are the tests for it in the *GameLogicSpec* class:

"If the player attribute is greater than the computer attribute it" should "return Win" in {

gameLogic.compareAttributes(2, 1) shouldBe Win

}

"If the player attribute is less than the computer attribute it" should "return Lose" in {

gameLogic.compareAttributes(1, 2) shouldBe Lose

}

"If the player attribute is the same as the computer attribute it" should "return Draw" in {

gameLogic.compareAttributes(2, 2) shouldBe Draw

}

Again, have a go at implementing this method to make the test pass before reading on.

This is my approach:

class GameLogic {

def compareAttributes(playerAttribute: Int, computerAttribute: Int): Status = {

if (playerAttribute > computerAttribute) Win

else if (playerAttribute < computerAttribute) Lose

else Draw

}

// Other methods omitted

}

I'm going to replace the dodgy *else* statement with a method called *getPlayerChoiceAndCompareCards*. It will take the player's cards and the computer's cards as parameters, will deal with displaying the card details to the player, getting the player input, and comparing the card attributes. Then it will return the *Status* of the round. In fact, knowing what the inputs to and output from the method will be, we can finish writing our *play* method:

def play(playerCards: List[Card], computerCards: List[Card]): GameResult = {

println("-------------") // A simple visual way to separate the rounds

if (computerCards.isEmpty) GameResult(Win, playerCards.length)

else if (playerCards.isEmpty) GameResult(Lose, computerCards.length)

else {

getPlayerChoiceAndCompareCards(playerCards, computerCards) match {

case Win => play(Random.shuffle(playerCards), Random.shuffle(computerCards.tail))

case Lose => play(Random.shuffle(playerCards.tail), Random.shuffle(computerCards))

case Draw => play(Random.shuffle(playerCards), Random.shuffle(computerCards))

}

}

}

So now we can see how the recursive loop of the game works. Given both players have cards, we call the *getPlayerChoiceAndCompareCards* method. This will let us know who won the round. It will then start the next round by shuffling the cards, with the losing card removed if it wasn't a draw, and calling the *play* method again.

This will go on, round and round, until one of the end conditions is true (one of the players has no cards left), at which point a *GameResult* is returned to the *Game* object. The *GameResult* is used in a pattern match in the *Game* object, and the winning or losing message is printed out.

All we need to do now is fill in the code for the *getPlayerChoiceAndCompareCards* method. We're going to import the import the *scala.io.StdIn* class so we can use the *readInt* method. This waits for the user to enter a number in the terminal and press **Enter**, then reads that number into the program as an integer. Be careful though - if it can't turn the input into an integer (such as the string "Hello") then the program will crash. I'm also going to create another case class to hold the values of the attributes we want to compare, just for convenience sake. It looks like this:

case class AttributeValues(player: Int, computer: Int)

Here's the whole *GameLogic* class with the *getPlayerChoiceAndCompareCards* method implemented:

import scala.util.Random

import scala.io.StdIn.\_

class GameLogic(playerInput: PlayerInput) {

def play(playerCards: List[Card], computerCards: List[Card]): GameResult = {

println("-------------")

if (computerCards.isEmpty) GameResult(Win, playerCards.length)

else if (playerCards.isEmpty) GameResult(Lose, computerCards.length)

else {

getPlayerChoiceAndCompareCards(playerCards, computerCards) match {

case Win => play(Random.shuffle(playerCards), Random.shuffle(computerCards.tail))

case Lose => play(Random.shuffle(playerCards.tail), Random.shuffle(computerCards))

case Draw => play(Random.shuffle(playerCards), Random.shuffle(computerCards))

}

}

}

def getPlayerChoiceAndCompareCards(playerCards: List[Card], computerCards: List[Card]): Status = {

val playerCard = playerCards.head

val computerCard = computerCards.head

println(s"You've drawn ${card.name}")

println(s"Enter 1 to play Strength ${card.strength}")

println(s"Enter 2 to play Intelligence ${card.intelligence}")

println(s"Enter 3 to play Courage ${card.courage}")

print("> ")

val choice = readInt()

val attributeValues = choice match {

case 1 => AttributeValues(playerCard.strength, computerCard.strength)

case 2 => AttributeValues(playerCard.intelligence, computerCard.intelligence)

case 3 => AttributeValues(playerCard.courage, computerCard.courage)

}

val attribute = choice match {

case 1 => "Strength"

case 2 => "Intelligence"

case 3 => "Courage"

}

val status = compareAttributes(attributeValues.player, attributeValues.computer)

status match {

case Win => println(s"You beat ${computerCard.name}, who had $attribute of ${attributeValues.computer}")

case Lose => println(s"${computerCard.name} beat you with $attribute of ${attributeValues.computer}")

case Draw => println(s"It's a draw. ${computerCard.name} had the same $attribute as you.")

}

status

}

def compareAttributes(playerAttribute: Int, computerAttribute: Int): Status = {

if (playerAttribute > computerAttribute) Win

else if (playerAttribute < computerAttribute) Lose

else Draw

}

}

And there we go. You should have a fully functional game! Give it spin.

That *getPlayerChoiceAndCompareCards* method is a bit long for my liking. I'll leave it as an exercise for you to have a go at refactoring it into smaller methods, with each focussed on doing a single thing.

After that have a play around with the program. Try making some changes, such as adding more attributes to the cards.

Also see if you can find any problems with the game and fix them. For instance, what happens if a player enters a choice that's not 1, 2 or 3? You might have to make some decisions about what happens in unexpected cases. That's part of the fun of programming!